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Collaborative Model-Driven Software Engineering:
a Classification Framework and a Research Map

Mirco Franzago, Davide Di Ruscio, Ivano Malavolta and Henry Muccini

Abstract—Context: Collaborative Model-Driven Software Engineering (MDSE) consists of methods and techniques where multiple
stakeholders manage, collaborate, and are aware of each others’ work on shared models.
Objective: Collaborative MDSE is attracting research efforts from different areas, resulting in a variegated scientific body of knowledge. This
study aims at identifying, classifying, and understanding existing collaborative MDSE approaches.
Method: We designed and conducted a systematic mapping study. Starting from over 3,000 potentially relevant studies, we applied a rigorous
selection procedure resulting in 106 selected papers, further clustered into 48 primary studies along a time span of 19 years. We rigorously
defined and applied a classification framework and extracted key information from each selected study for subsequent analysis.
Results: Our analysis revealed the following main findings: (i) there is a growing scientific interest on collaborative MDSE in the last years; (ii)
multi-view modeling, validation support, reuse, and branching are more rarely covered with respect to other aspects about collaborative
MDSE; (iii) different primary studies focus differently on individual dimensions of collaborative MDSE (i.e., model management, collaboration,
and communication); (iv) most approaches are language-specific, with a prominence of UML-based approaches; (v) few approaches support
the interplay between synchronous and asynchronous collaboration.
Conclusion: This study gives a solid foundation for classifying existing and future approaches for collaborative MDSE. Researchers and
practitioners can use our results for identifying existing research/technical gaps to attack, better scoping their own contributions, or
understanding existing ones.

Index Terms—Model-Driven Engineering, Collaborative Software Engineering, Systematic Mapping study.

F

1 INTRODUCTION

COLLABORATIVE software engineering (CoSE) deals
with methods, processes and tools for enhancing col-

laboration, communication, and co-ordination (3C) among team
members [1]. The importance of CoSE is evident [2]–[4] and
recently empowered by the prominence of agile methods,
open-source software projects, and global software develop-
ment [1]. CoSE is not only about software development team
members, but it also embraces external and non-technical
stakeholders, like customers and final users, as advised by
current research on participatory design methods [5], [6].

CoSE can be applied to different artifacts towards the
engineering of software systems. When focusing on soft-
ware design, considered to be one of the key aspects of
software engineering [7], multiple stakeholders with differ-
ent technical knowledge and background collaborate on the
system design [8]. In this context, shared models are used
as “a reduced representation of some system that highlights the
properties of interest from a given viewpoint” [9]. Models allow
each stakeholder to focus on domain-specific concepts, to
abstract upon the aspects of the system in which she is
more expert, and to assess specific properties of the system
early in the life cycle. A model is a specific design artifact
that can be either graphical, XML-based, or textual, and can
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have an unambiguously defined semantics, which allows
precise information exchange and many additional usages.
By systematically using models as first-class entities for de-
scribing specific aspects of a software system, Model-Driven
Software Engineering (MDSE) provides suitable engines
for defining, analyzing, and manipulating those models
throughout the system development life cycle, including
syntactical validation, model analysis, model simulation,
model transformations, model execution, and model debug-
ging [4].

This work focuses on specializing CoSE to MDSE. In the
context of this work, our definition of collaborative MDSE
approach is a method or technique in which multiple stakeholders
manage, collaborate, and are aware of each others’ work on a set of
shared models. A collaborative MDSE approach is composed
of three main complementary dimensions (the way those
dimensions have been elicited is carefully discussed in
Section 3): a model management infrastructure for managing
the life cycle of the models, a set of collaboration means
for allowing involved stakeholders to work on the mod-
elling artifacts collaboratively, and a set of communication
means for allowing involved stakeholders to be aware of
the activities of the other stakeholders, exchange messages
and information within the team, sharing (design) decisions,
reducing potential ambiguities, and more.

Collaborative MDSE is gaining a growing interest in both
academia and practice [3], [4]. A number of research projects
are being run to enable large teams of modelers to construct
and refine large models in a collaborative manner [3]. For
instance, the Dawn Eclipse project1 is investigating collabo-

1. http://wiki.eclipse.org/Dawn
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rative UIs to provide collaborative access for GMF diagrams;
EMFCollab2 is a light-weight solution to let multiple users
edit a single EMF model concurrently. The Modeling Team
Framework (MTF)3 open source project under the Eclipse
Modeling Framework Technology Project (EMFT) provides
a mechanism like a meta repository for software configu-
ration management of Eclipse projects. GenMyModel4 sup-
ports the design and sharing of design diagrams in real-
time: the metamodel-compliance of the diagrams is always
ensured, there are no conflict resolution for the end-users
and no lock-unlock barriers. UNICASE5 is an open-source
project that, based on the Eclipse platform, offers a unified
repository for software engineering projects and specific
views on this model for project participants like architects,
project manager or developers. Collaboro6 is an open-source
project allowing both developers and users to participate
together to the creation and evolution of domain-specific
modeling languages [10]. MDEForge [11] is a web-based
modeling platform realizing an extensible and community-
based repository of modeling artifacts; MDEForge enables
the development, analysis and reuse of modeling artifacts
by adopting a software-as-a-service paradigm7.

A body of knowledge in the scientific literature about col-
laborative model-driven software engineering (MDSE) ex-
ists as well (e.g., [12]–[19]). Such studies are scattered across
different independent research areas, such as software engi-
neering, model-driven engineering, languages and systems,
and model integrated computing. However, a holistic view
on what Collaborative MDSE is, its components, and challenges
in collaborative MDSE is still missing.

Goal of this study is to identify, classify, and under-
stand approaches that support collaborative MDSE. We
focus on those approaches in which several distributed
technical and/or non-technical stakeholders collaborate to
produce and manage models of a software system, working
in a shared environment, either synchronously or asyn-
chronously. Stakeholders can include, but are not limited to,
technical actors (modelers, designers, developers), domain
experts, non-technical managers, customers, and users of
the software system. We are interested in identifying and an-
alyzing the different approaches to support multi-user mod-
eling tasks where the models can be either domain-specific
or domain-independent. In any case, studied approaches
must consider the models as first-class elements within
the whole software process. Also, studied approaches must
provide synchronization mechanisms, e.g. conflicts manage-
ment/resolution, conflicts avoidance, versioning and roll-
back support.

In order to tackle our goal we apply a well-established
methodology from the medical and software engineering
research communities called systematic mapping study
(SMS) [20], [21]. Following known SMS protocols, we
have scrutinized more than 3,000 research articles. 48 of
them have been selected after a careful analysis based

2. http://qgears.com/products/emfcollab/
3. http://www.eclipse.org/proposals/mtf/
4. http://www.genmymodel.com/
5. http://marketplace.eclipse.org/content/unicase
6. http://som-research.github.io/collaboro
7. http://www.mdeforge.org/

on rigorously-defined inclusion and exclusion criteria, and
deeply analyzed.

The main contributions of this study are:

• the definition of the complementary dimensions of col-
laborative MDSE: model management, collaboration,
and communication;

• the elicitation of a taxonomy of collaborative MDSE,
used to create a reusable classification framework for
understanding, classifying, and comparing present
and future work on collaborative MDSE. The frame-
work has been realized by following an incremental
process that, starting from the main definition pro-
vided above, elaborated on each individual parame-
ter to identify all possible characteristics of collabo-
rative MDSE;

• the identification of current characteristics, chal-
lenges and shortcomings, and publication trends
with respect to collaborative MDSE approaches.

To the best of our knowledge, this paper presents the first
systematic investigation into the state of the art of research
on collaborative MDSE. The results of this study provide
a complete, comprehensive and replicable picture of the
state of the art of research on collaborative MDSE, help-
ing researchers and practitioners in finding characteristics,
limitations, and gaps of current research on the topic.
Article outline. This article is structured as follows. Sec-
tion 2 provides the needed background on Model-Driven
Software Engineering, Collaborative Software Engineering,
and Collaborative MDSE, and motivates the need for this
study. Section 3 presents collaborative MDSE and its dimen-
sions: model management, collaboration, and communica-
tion, whereas Section 4 presents the design of our study.
Sections 5, 6, 7, 8, 9, and 10 elaborate on the obtained
results. Section 10 presents results orthogonal to the research
questions, whereas an overall discussion is presented in
Section 11. Threats to validity are analyzed in Section 12.
Section 13 closes the paper and discusses future work.

2 BACKGROUND

In this section we introduce main concepts that found the
basis of Collaborative MDSE. More specifically, we present
model-driven software engineering and collaborative soft-
ware engineering in Section 2.1 and Section 2.2, respectively.
Systematic studies with different scopes but related to col-
laborative MDSE are discussed in Section 2.3. The need for
our systematic mapping study on collaborative MDSE is
motivated in Section 2.4.

2.1 Model-Driven Software Engineering
Model-Driven Software Engineering (MDSE) refers to the
systematic use of models as first-class entities through-
out the software engineering life cycle. Model-driven ap-
proaches shift development focus from third-generation
programming language codes to models expressed in
proper domain-specific modeling languages [22]. The ob-
jective is to increase productivity and reduce time to mar-
ket by enabling the development of complex systems by
means of models defined with concepts that are much
less bound to the underlying implementation technology
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and are much closer to the problem domain. This makes
the models easier to specify, understand, and maintain [9]
helping the understanding of complex problems and their
potential solutions through abstractions. In MDSE, models
are expressed in terms of concepts formalized in metamodels,
and model transformations are employed either to produce
target models or to generate textual artifacts. Model trans-
formations can be employed for different reasons e.g., to
enable interoperability of different tools, to take advantage
of analysis tools provided by the target language, and to
generate various artifacts related to the modeled systems
(such as source code, configuration files, and documenta-
tion). Models are specified by means of editors providing
modelers with textual or graphical constructs, and facilities
for checking the validity of the specified models with respect
to the corresponding metamodels.

The relevance of MDSE is evident by the increasing
interest in scientific challenges in the area, active technology
projects (e.g., the Eclipse Modeling Project8) and numerous
industrial projects ranging from direct applications of MDSE
concepts and tools, to those developing its foundations.
There are many success stories of MDSE, ranging from
the development of large-scale enterprise Web applications,
to clinical data management, and to public authority data
interchange [23]–[31].

Even though current modeling tools provide features
that can simplify and automate many steps of model-based
development, obstacles to the wider adoption of MDSE
technologies still exist [32]. One limiting factor is related
to the limited support for collaborative MDSE [11], which
focuses on the need for consistent reuse of modeling artifacts
that are collaboratively produced and consumed during the
different development phases.

2.2 Collaborative Software Engineering
As quoted from [2, p. 3], ”[...] any software project with more
than one person is created through a process of collaborative
software engineering”. The importance of CoSE is evidenced
in a number of sources [2]–[4]. Its growth is strongly as-
sociated to the prominence of outsourcing, open source
software projects, global software engineering processes,
and distributed agile methods [2, ch.1 & ch.19]. If we add
that 86% of the (architectural) design decisions are group
based [33], where each group comprises from five to ten
members [34], the role of collaborative software engineering
becomes easily clear.

Orthogonally to the collaboration, communication, and co-
ordination (3C) dimensions [1], the three key insights for
CoSE are remarked in [2, ch. 1]: software engineering col-
laboration is model-based, software project management
creates the organizational structure under which collabora-
tion is fostered, and global software engineering challenges
increase collaboration complexity. Very importantly for this
study is the first key insight highlighting the model-based
nature of CoSE. Much collaboration in software engineering
is related to software-related artifacts (such as, UML dia-
grams, source code, and bug reports), therefore, most of the
collaboration in software engineering is over a set of formal
or semi-formal artifacts co-workers collaborate upon.

8. https://projects.eclipse.org/projects/modeling

Stakeholders, with different roles and concerns (ranging
from technical to external), collaborate on the creation of
different models each one representing the system from
a different perspective [35]. Stakeholders collaborate over
diverse organizational structures [36], [37] enforced by
modern organizational practices, such as open-source, out-
source, multi-site and agile software. Software developers
work is organized around networks, communities, groups
and they are exposed to one or more organizational barriers,
i.e., impediments, social, organizational or otherwise that
hinder the harmonious operation across the organizational
social structure [36]. Knowledge must be produced and ex-
changed among and across teams, exacerbating the need of
knowledge definition (through agreed ontologies), knowl-
edge exchange (based on agreed protocols) and awareness,
and coordination.

The global dimension of software engineering adds fur-
ther complexities, such as geographical, temporal, cultural
and linguistic distance. Model-based collaboration tools,
process support tools, awareness tools, and collaboration
infrastructures have been developed for improving the col-
laboration, communication, and co-ordination between and
among teams [38].

Building a theoretical understanding of CoSE is still
considered a challenge today [1]. This is a further motivation
for this work.

2.3 Existing Systematic Studies related to Collaborative
MDSE
In this section we discuss other existing systematic studies
(literature review (SLR) and mapping study (SMS)) related
to this work. Based on our knowledge and after a manual
search, we did not find any existing systematic study on the
topic. In any case, in the following we report those studies
that, even if they have different scopes and objectives, can
be related to our research.

Table 1 shows the existing systematic studies, their spe-
cific focus, and quality assessment. Based on the criteria ex-
plained in [39], we calculate the total score of each study by
summing up the answer to each of the following questions
(Yes(Y)=1, Partly(P)=0.5, No(N)=0)9

Q1 Are the systematic study inclusion and exclusion
criteria described and appropriate?

Q2 Is the literature search likely to have covered all
relevant studies?

Q3 Did the reviewers assess the quality/validity of the
included studies?

Q4 Were the basic data/studies adequately described?

A systematic literature review on the models of collab-
oration in the domain of distributed software development
(DSD) is presented in [40]. This study focuses on the models
and tools for DSD based on life cycle of traditional software
development (and its variations), where each phase of the cycle is
performed. Differently, in our study we focus on the various
aspects of the collaboration in the model-driven software
engineering domain, where the models are placed as first-
class artifacts.

9. Note that the score reflects how well the empirical study has been
conducted, rather than the tightness of the related study to this paper.
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TABLE 1: Existing systematic studies on collaborative soft-
ware engineering and collaborative modeling

Study Year Q1 Q2 Q3 Q4 Total Focus
[40] 2011 Y Y Y Y 4.0 Ways of collaboration

used in DSD
[41] 2012 Y P P Y 3.0 Tools supporting dis-

tributed teams in GSE
[42] 2008 P Y P P 2.5 Collaborative modeling

support systems

In [41] a systematic mapping study is proposed with the
objective to discover all the tools available in the literature
supporting global software engineering (GSE) activities.
Our work is more comprehensive because it identifies (in
addition to tool support) also methods, techniques and
approaches to support modeling activities in collaborative
settings with the focus on model-based activities. Moreover,
in the literature there are other systematic studies in the DSD
and GSE scope [43], but all of them focus on tools and/or
approaches to address issues like collaboration process man-
agement, team members awareness or collaboration tools
support; there is no existing study specifically focusing on
collaborative MDSE.

Finally, in [42] the authors identify challenges and best
practices in collaborative modeling activity, where model-
ers, end-users and experts are all involved in the model-
based design of the system, and collaborate to create a
shared understanding of the system under development
(or part of it). Among others, the main difference between
this study and ours is that in [42] collaborative modeling
is considered as the joint creation of a shared graphical rep-
resentation of a system, i.e., a sketching activity where the
created models are used as communication means between
team members. This kind of models (possibly conforming to
some syntactical rules) are very different from our definition
of models, where modeling is a complex activity based
on precise models whose semantics is rigorously defined
according to a specific modeling language. These models al-
low precise information exchange but also many additional
usages, including: syntactical validation, model checking,
model transformation, code generation [4, § 2.1].

2.4 The need for a Systematic Mapping Study on Collabo-
rative MDSE

This research complements the existing studies described in
Section 2.3 to investigate the state-of-research about collab-
orative MDSE. So far, a large body of knowledge has been
proposed in both modeling software systems (e.g., model-
driven engineering techniques, domain-specific modeling
languages, model transformations, etc.), and collaboration
for software production (e.g., global software engineering
methods, methods for participatory design of software sys-
tems, version control systems, etc.).

Even if the progress of research on the above mentioned
areas has started more than a decade ago and the various
research communities are still very active, we did not find
any evidence that could help us in assessing the impact
of existing research on collaborative MDSE. Thus, in this
study we aim to identify, classify, and understand existing
research on collaborative MDSE. Those activities will help

researchers and practitioners in identifying trends, limita-
tions, and gaps of current research on collaborative MDSE
and its future potential.

3 COLLABORATIVE MODEL-DRIVEN SOFTWARE EN-
GINEERING

In Sections 2.1 and 2.2 we outlined the main concepts
of MDSE and collaborative software development, respec-
tively. In this section we go a step further and, in order
to avoid a potential threat to the external validity of our
study, we define a reference definition for characterizing
collaborative approaches in the context of MDSE. In order
to provide an objective definition of collaborative MDSE, we
rigorously applied the following process:

1) we analyzed a set of studies about MDSE ap-
proaches with a strong focus on collaboration;

2) we performed an investigation on existing literature
about collaborative approaches for software engi-
neering in general;

3) based on the analyzed papers, we produced a ten-
tative definition of collaborative MDSE;

4) we asked to a pool of MDSE and global software
engineering experts to objectively assess the sound-
ness of the obtained definition and we refined the
definition according to the feedback provided by the
experts10.

Table 2 presents the set of pilot studies on MDSE ap-
proaches with a strong focus on collaboration; we identified
them by performing a preliminary screening on the avail-
able literature about collaborative MDSE. For what concerns
the second point of our semi-systematic process, in order to
avoid a potential bias with respect to the construct validity
of our study, we decided not to restrict our focus on MDSE-
based approaches only. Indeed, in this step we consid-
ered relevant papers on collaborative and global software
engineering which contribute with definitions of types of
tools, requirements, building blocks, and various categories
for characterizing approaches for collaborative and global
software engineering. Table 3 presents the set of studies we
identified in this step.

As a result of the above mentioned process, in the
context of this study a collaborative MDSE approach can be
defined as a method or technique in which multiple stakeholders
manage, collaborate, and are aware of each others’ work on a set
of shared models. As shown in Figure 1 [46], a collaborative
MDSE approach considers models as first-class elements
that drive both the software development activities and
the other model-based tasks in the context of a software
engineering process [4], and is composed of three main
complementary dimensions:

• a model management infrastructure for managing the
life cycle of the models; such an infrastructure may

10. We performed this step (i) by directly discussing collaborative
MDSE with personal contacts and (ii) during the 2016 edition of a
workshop dedicated to collaborative modelling in MDE, co-located
with the MODELS conference.
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TABLE 2: Selected studies about MDSE approaches with a
strong focus on collaboration

Study Title Year
Maróti et al. [12] Next Generation (Meta) Modeling:

Web-and Cloud-based Collabora-
tive Tool Infrastructure

2014

Syriani et al. [13] AToMPM: A Web-based Modeling
Environment

2013

Farwick et al. [14] A web-based collaborative meta-
modeling environment with secure
remote model access

2010

Thum et al. [15] SLIM - A Lightweight Environ-
ment for Synchronous Collaborative
Modeling

2009

Cataldo et al. [16] CAMEL: a tool for collaborative dis-
tributed software design

2009

Bruegge et al. [17] Unicase- an Ecosystem for Uni-
fied Software Engineering Research
Tools

2008

De Lucia et al. [18] Enhancing collaborative
synchronous UML modelling
with fine-grained versioning of
software artifacts

2007

Kelly et al. [19] Metaedit+: a fully configurable
multi-user and multi-tool case and
came environment

1996

TABLE 3: Selected studies about collaborative and global
software engineering

Study Title Year
Dullemond et al. [44] Collaboration Spaces for Virtual

Software Teams
2014

Beecham et al. [41] Tools used in Global Software Engi-
neering: A systematic mapping re-
view

2012

Lanubile et al. [45] Collaboration Tools for Global Soft-
ware Engineering

2010

Whitehead [38] Collaboration in Software Engineer-
ing: A Roadmap

2007

contain a (possibly distributed) repository for man-
aging the persistence of the models and their related
metadata, a modelling tool [4] for creating, editing,
or deleting models, interchange formats for sharing
models across projects and organizations (see Section
5);

• a set of collaboration means for allowing involved
stakeholders to work on the modelling artifacts
collaboratively and to coordinate themselves as a
team (e.g., model versioning systems, model merging
mechanisms, conflict management and visualization
systems, model comparison engines) as discussed in
Section 6;

• a set of communication means for allowing involved
stakeholders to be aware of the activities of the
other stakeholders and exchange messages and in-
formation within the team. Those activities can be
carried out by sharing (design) decisions, tracking
discussions among the stakeholders with regard to
modeling artifacts, collecting relevant information
about various aspects of the project (e.g., activities
dashboard, general notifications of activities, issue
trackers, asynchronous messaging systems, chat, so-
cial networks, wiki) as discussed in Section 7.

An orthogonal aspect related to the previous dimensions
is automation i.e., the capability of partially or fully automating

software engineering activities with the aim of increasing both
quality and productivity [47]. Automation is provided by tools
and classifying them in the context of collaborative MDSE
represents an important contribution, which deserves to be
investigated in a separated work already planned as future
work.

Fig. 1: Complementary dimensions of collaborative MDSE

It is important to note that a common trait across the
above mentioned dimensions is that in all of them (i) stake-
holders work as a team (so our definition does not focus on
those approaches involving a single stakeholder) and (ii) the
focus is on the software-intensive aspect of the system being
modeled, meaning that the activities related to model man-
agement, collaboration, and communication are performed
in the context of more large-grained software engineering
activities like software design, requirements elaboration,
system validation, testing, evolution and maintenance.

We consider such a definition of collaborative MDSE
approach throughout our investigation, especially during
the studies selection, data extraction, and data analysis
activities.
Example. In the following we describe WebGME, the first
study of Table 2, in order to give a concrete idea about
the typical traits and features of a collaborative MDSE
approach. WebGME is a web-based infrastructure for sup-
porting the collaborative modelling, analysis, and synthesis
of complex, large-scale information systems [12], [48].

For what concerns model management, WebGME is mod-
elling language independent and allows stakeholders to
create their own domain-specific modelling language by
means of a web-based editor, which permits to specify
the metamodel of the new language and the concrete
representations of its metaclasses; starting from the cre-
ated metamodel, WebGME automatically configures itself
to support the newly specified language at the modelling
level. Models are edited using web-based clients running
in the stakeholders’ browsers so that no installation or
configuration of specific clients is needed, and the editors
are platform independent; those clients support a number
of different visualization techniques for the models. A set
of multiple APIs are provided to interface WebGME with
external tools, custom domain-specific visualization com-
ponents, and external code generation engines. Also, the
infrastructure provides extension points to customize it with
plugins, language decorators, visualizers, or new elements
in the user interface.

Collaboration is performed at the modelling level in real-
time (i.e., all changes are immediately propagated to all the
involved stakeholders, similar to how Google Docs works).
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WebGME supports model versioning and conflict resolution
via a lightweight branching scheme, which is transparently
supported by the infrastructure: through WebGME model
branching system each stakeholder can monitor in real-time
information about the activity of other stakeholders (i.e.
the history of actions, commits, timestamps, etc. performed
by other users). WebGME also provides a mechanism for
managing cross-cutting concerns that allows stakeholders
to collaboratively visualize and modify associations among
elements belonging to different models.

From the communication perspective, WebGME does not
provide built-in nor external communication means. The
users can not directly communicate, and the workspace
awareness is allowed through the branch history actions’
log; also, the WebGME web editor shows in real-time (i)
if the currently edited model is in sync with respect to the
models edited by the team, (ii) if the client editor is currently
connected to the network, and (iii) the specific branch in
which the stakeholder is currently working on.

4 RESEARCH METHOD

This study has been carried out by following the guidelines
for performing systematic mapping studies [20], [21], [49].
The whole study can be divided into three main phases:
planning, conducting, and documenting. Each phase has been
performed by one or more members of the research team of
this study (see Appendix A). In order to mitigate potential
threats to validity and possible biases, the artifacts produced
during each phase of the study have been circulated to
external experts for independent review. More specifically,
we identified two classes of external experts: SLR experts
and domain experts. SLR experts are contacted for getting
feedback about our review protocol, possible unidentified
threats to validity, possible problems in the overall construc-
tion of our study; whereas, domain experts are contacted
for getting feedback about whether our review protocol and
final reports can be effective with respect to the object of
our mapping study (i.e., collaborative MDSE approaches).
All the external reviewers provided their feedback and their
suggestions have been implemented in the study.

To allow replication and verification of our study, a
complete replication package11 is publicly available to in-
terested researchers. It includes a description of the review
protocol, the list of all considered and selected studies, the
description of the parameters for the data extraction activity
(data extraction form), raw data, and the R scripts for data
analysis. In the following we go through each phase of the
process
Planning. It aims at (i) establishing the need for performing
a mapping study on collaborative MDSE (see Sections 2.3
and 2.4), (ii) identifying the main research questions (see
Section 4.1), and (iii) defining the protocol to be followed by
the involved researchers while carrying on each step of the
whole review process. The output of our planning phase
is a well-defined review protocol [50], that underwent an
external evaluation by the previously mentioned external
reviewers.

11. http://www.di.univaq.it/mirco.franzago/collaborativeMDSE/

Conducting. In this phase we set the previously defined
protocol into practice. More specifically, we performed the
following activities:

• Search and selection: we (i) considered the search
strings identified in Section 4.2.1 and we applied
them to electronic data sources, and (ii) apply back-
ward and forward snowballing techniques for ex-
panding the set of considered studies [51]. Then,
the potentially relevant studies have been filtered in
order to obtain the final list of primary studies to be
analyzed (for the complete list of primary studies see
after the Section References). Sections 4.2.1 and 4.2.2
describe in details the search and selection strategy
of this research.

• Classification framework definition: we defined the set
of parameters to compare the primary studies and
for collecting the information needed for analyzing
the primary studies. The design of the classification
framework is based on the research questions [49].

• Data extraction: in this activity we went into the
details of each primary study, and we filled a cor-
responding data extraction form, as defined in the
previous activity. Filled forms have been collected
and aggregated in order to be ready to be analyzed
during the next activity. More details about this ac-
tivity are presented in Section 4.3.

• Data synthesis: this activity focused on a comprehen-
sive summary and analysis of the data extracted in
the previous activity. The main goal of this activity is
to elaborate on the extracted data in order to address
each research question of our study (see Section 4.1).
The details about this activity are in Section 4.4.

Documenting. According to the guidelines provided in [20],
the main activities performed in this phase have been: (i) a
thorough elaboration on the data extracted in the previous
phase with the main aim of setting the obtained results
in their context, (ii) a thorough analysis and discussion of
possible threats to validity (see Section 12), and (iii) the writ-
ing of a report describing the performed mapping study;
the produced report has been evaluated by the previously
mentioned external reviewers and is the basis of this paper.

4.1 Research Questions
We formulate the goal of this research by using the Goal-
Question-Metric perspectives (i.e., purpose, issue, object,
viewpoint [52]). Table 4 shows the result of the above
mentioned formulation.

TABLE 4: Goal of this research

Purpose Identify, classify, and understand
Issue the publication trends, characteristics, and challenges
Object of existing collaborative MDSE approaches
Viewpoint from a researcher’s viewpoint.

In the following we present the research questions we
translated from the above mentioned overall goal. For each
research question we also provide its primary objective of
investigation.



0098-5589 (c) 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

This article has been accepted for publication in a future issue of this journal, but has not been fully edited. Content may change prior to final publication. Citation information: DOI 10.1109/TSE.2017.2755039, IEEE
Transactions on Software Engineering

IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. XX, NO. X, MONTH 20XX 7

• RQ1: What are the characteristics of collaborative MDSE
approaches? This research question has been decom-
posed into more detailed sub-questions in order for
it to be addressed, sub-questions coming from the
three dimensions of collaborative MDSE.

– RQ1.1: What are the characteristics of the model
management infrastructure of existing collabora-
tive MDSE approaches?

– RQ1.2: What are the characteristics of the col-
laboration means of existing collaborative MDSE
approaches?

– RQ1.3: What are the characteristics of the com-
munication means of existing collaborative MDSE
approaches?

Objective: to identify and classify existing collabora-
tive MDSE approaches according to the three dimen-
sions of collaborative MDSE.
Outcome: a map that classifies a set of collabora-
tive MDSE approaches based on different categories
(e.g., characteristics of collaborative model editing
environments, model versioning mechanisms, model
repositories, support for communication and deci-
sion making, etc.).

• RQ2 - What are the challenges and shortcomings of
existing collaborative MDSE approaches?
Objective: to identify current limitations and chal-
lenges with respect to the state of the art in collab-
orative MDSE.
Outcome: a map that classifies collaborative MDSE
approaches with respect to their limitations, faced
challenges, and future work.

• RQ3: What are the publication trends that can be deduced
from the scientific publications about collaborative MDSE
approaches over time?
Objective: to identify and classify the interest of re-
searchers in collaborative MDSE approaches and
their various characteristics over time.
Outcome: a map that classifies the collected primary
studies according to publication year, venue, applied
research strategies, etc. Also, the map classifies col-
lected primary studies according to their focus on
the various characteristics of collaborative MDSE
approaches over time.

The classification resulting from our investigation on
RQ1, RQ2, and RQ3 provides a solid foundation for a thor-
ough identification and comparison of existing and future
approaches for collaborative MDSE. This contribution is
useful for both researchers willing to further contribute with
new collaborative MDSE approaches, or willing to better
understand or refine existing ones.

The above listed research questions drove the whole
study, with a special influence on the studies search and
selection, data extraction, and data analysis activities.

4.2 Search and Selection Strategy
When searching among potentially relevant studies it is fun-
damental to achieve a good trade-off between the coverage
of existing research on the considered topic and to have a
manageable number of studies to be analyzed. As shown

in Figure 2, we designed our search and selection process
as a multi-stage process in order to have full control on the
number and characteristics of the studies being considered.

Fig. 2: Search and selection process

4.2.1 Search Strategy
As discussed in [53], an optimum search strategy is expected
to provide effective solutions to the following questions:
which, where, what, and when. In the following we discuss
how our search strategy answers each of them.
Which approaches? Our search strategy consists of two
main steps: (i) an automatic search on Electronic Data
Sources (EDS) and (ii) a snowballing procedure. During the
first step, following the guidelines in [20], we composed
the search string (Listing 1) based on identified keywords
from research questions and area of study (i.e., collaborative
MDSE).

As recommended in guidelines for systematic studies,
we complemented our automatic search in order to extend
the coverage on the topic [21]. For this purpose, we applied
a snowballing procedure on the results of the automatic
search12. The start set for the snowballing procedure was
composed by the selected papers retrieved by the automatic
search.

Our selection criteria (see Section 4.2.2) have been ap-
plied to each potentially relevant study (either coming from
the automatic search or from the snowballing) and, if a
paper was included, snowballing was applied iteratively.
The procedure ended when no new papers were found.
Where to search? Figure 2 shows the electronic databases
we used for the automatic search. These are the main
sources of literature for potentially relevant studies on soft-
ware engineering [54]. Also, these EDSs have been selected
from the recommendations made by experts in the area of
software engineering. We do not use Google Scholar since
it may generate many irrelevant results and have consider-
able overlap with ACM and IEEE on software engineering
literature [54]; nevertheless, we used Google Scholar in the
forward snowballing procedure [51].

12. Snowballing refers to using the reference list of a paper (backward
snowballing) or the citations to the paper (forward snowballing) to
identify additional papers [51].
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What to search? A suitable search string is the input to
the EDSs identified in the previous section. According to
the guidelines provided in [20], we used the following
systematic strategy for constructing our search string:

1) derive major aspects relevant to the study, according
to the research questions and to a set of relevant pilot
studies (Table 2 shows the considered pilots). Each
aspect is represented by a ”cluster” that groups a
set of terms; identified clusters are collaborative and
MDSE;

2) add keywords (main terms) to each cluster obtained
from known primary studies and research ques-
tions;

3) identify and include in a cluster synonyms and
related terms of the main terms;

4) incorporate alternative spellings and synonyms us-
ing Boolean OR;

5) link the cluster keywords using Boolean AND;
Following this strategy, after a series of test executions

and refinements the resulting search string is shown in the
Listing 1. Each electronic data source has a specific syntax
for search strings, so we adapted our generic search string
to the specific syntax and criteria of each electronic data
source.

Listing 1: Composed search string
( c o l l a b o r a t ⇤ OR coordinat⇤ OR cooperat⇤ OR
concur⇤ OR globa l )
AND
(MDE OR MDD OR MDA OR MDS⇤ OR EMF OR DSL OR
DSML OR ”model driven ” OR ” e c l i p s e modeling
framework” OR ”domain s p e c i f i c language ” OR
”domain s p e c i f i c modeling language ”)

Due to the nature of the involved electronic databases
and indexing systems, search results could include also ele-
ments that were clearly not research papers, such as confer-
ence and workshop proceedings, standards specifications,
textbooks, editorials, etc. After the initial search, we manu-
ally removed all those false positive results in order to have
a coherent set of potentially relevant research studies 13.
By referring to Figure 2, after merging all the studies and
removing duplicates we obtained 3,047 potentially relevant
studies.
When and what time span to search? We included in our
search all the studies coming from the selection step, avoid-
ing publication year constraints, so we did not consider
publication year as criterion for the search and selection
steps.

4.2.2 Selection Strategy
As suggested in [20], we decided the selection criteria of
this study during its protocol definition, to reduce the like-

13. The false positive removal process was completely manual, except
for SpringerLink due to its internal querying algorithm. SpringerLink,
at the time of our search, did not allow to exclude paper references
from the search metadata, bringing to thousands of unmanageable
false positive results (62,238 in our case). We overcame this problem by
implementing a script that was able to locally apply the search string
(see Listing 1) on the previously downloaded 62,238 results. Thus,
we automatically selected 389 works that we subsequently refined
manually by obtaining 317 results for the following steps.

lihood of bias. In the following we provide inclusion (I) and
exclusion (E) criteria of our study:

• I1 - Studies proposing an MDSE method or technique
for supporting the collaborative work of multiple
stakeholders on models. The study, to be included,
has to cover the three complementary dimensions
of model management/collaboration means/com-
munication means.

• I2 - Studies in which models are the primary artifacts
within the collaboration process.

• I3 - Studies providing some kind of validation or
evaluation of the proposed method or technique
(e.g., via a case study, a survey, experiment, exploita-
tion in industry, formal analysis, example usage).

• I4 - Studies subject to peer review [49] (e.g., journal
papers and papers published as part of conference
proceedings will be considered, whereas white pa-
pers will be discarded).

• I5 - Studies written in English language and available
in full-text.

• E1 - Studies discussing only business processes and
collaboration practices, without proposing a specific
method or technique.

• E2 - Secondary studies (e.g., systematic literature
reviews, surveys, etc.).

• E3 - Studies in the form of tutorial papers, long
abstract papers, poster papers, editorials, because
they do not provide enough information.

Inclusion/exclusion criteria should be aligned with the
research questions: indeed, all the criteria together aim to
guide the answering process to the research questions [55].
As in any systematic literature study, the definition of inclu-
sion/exclusion criteria has been guided by 2 main drivers:
(i) keeping the focus of the selected papers on the scope of
the study (i.e., ”semantic” criteria), and (ii) avoiding grey or
not scientific works containing many relevant keywords, but
with no relevance for the body of knowledge advancement
of the topic (i.e., ”syntactic” criteria). Specifically, in this
work, I1, I2 and E1 are the semantic criteria: they are
strongly related to RQ1 (RQ1.1, RQ1.2, RQ 1.3); the other
criteria are syntactic: they are not related to a specific RQ,
instead they are important to keep the selected papers
scientifically relevant for our study.

In this context, each study has been included as primary
study if it satisfied all inclusion criteria, and it has been
discarded if it met any exclusion criterion. The definition of
the above mentioned criteria has been tested by considering
the pilot studies (Table 2); the criteria have been incremen-
tally refined until they were covering all the pilot studies.
On the 3,047 potentially relevant papers, we performed a
first manual step applying the selection criteria on title and
abstract of the papers, obtaining 160 papers (it took 120
man-hours). On these 160 we performed a comprehensive
second manual step reading the whole papers full-text (title,
abstract, keywords, sections and appendices, if any (this
activity took 100 man-hours). After the application of the
above mentioned selection criteria we obtained a set of 78
potentially relevant studies. It is important to note that from
the 3,047 potentially relevant studies we obtained only 78



0098-5589 (c) 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

This article has been accepted for publication in a future issue of this journal, but has not been fully edited. Content may change prior to final publication. Citation information: DOI 10.1109/TSE.2017.2755039, IEEE
Transactions on Software Engineering

IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. XX, NO. X, MONTH 20XX 9

primary studies because on the one hand (i) our search
string is quite inclusive (e.g., papers with the terms concur-
rency and MDE in the abstract actually matched the search
string) in order to do not loose any potentially relevant
paper but, on the other hand, (ii) we carefully applied all
selection criteria, where I1, I2, and E1 allowed us to consider
only those studies that were really falling within the scope
of our research.

Most of the potentially relevant studies (⇡90%) were
excluded by applying the selection criterion I1. This fact is
due to two main reasons. Firstly, due to time constraints, as
soon as one inclusion criteria was not met, then we directly
excluded the currently considered paper; secondly, since I1
is the criterion with the strongest relation to the concept of
collaborative MDSE, it cut out the majority of the out-of-
scope papers (e.g., approaches unsuitable for the software
engineering domain, non-collaborative approaches, specific
approaches that do not cover all the three dimensions of C-
MDSE, etc.). Also I2 and E1 can be considered ”semantic”
criteria, they excluded ⇡9% of the remaining set of excluded
papers. Only the last ⇡1% was excluded applying the other
criteria. As suggested by [49], two researchers assessed a
random sample of the studies. For assessing the objectiv-
ity of this phase the inter-researcher agreement has been
measured, achieving a promising 0.89 value for the Cohen
Kappa statistic14.

Moreover, we performed a clustering activity on the
78 studies in order to group papers presenting different
aspects of the of the same approach. More specifically, if
an approach was published in more than one paper (for
example, if a conference paper was extended to a journal
version), only one instance has been counted as a primary
study. In those cases the journal version of the study has
been preferred, as it is supposed to be the most complete;
nevertheless, both versions have been used in the data
extraction phase [49] and in the analysis of the publication
trends (RQ3, see Section 9). After this clustering activity we
obtained 20 ”clusters” of independent primary studies.

Finally, we complemented the results of the automatic
search with a snowballing activity starting from the 20
primary studies resulting from the automatic search. The
snowballing activity involved a manual screening of 2,345
potentially relevant studies (it took 160 man-hours), leading
to 28 additional primary studies, which lead to the final
set of 48 primary studies (see Figure 2). Interestingly, we
obtained more primary studies from the snowballing ac-
tivity (i.e., 28 studies) with respect to those obtained from
the automatic search (i.e., 20 studies). This phenomenon
can be explained by the fact that collaborative MDSE is a
relatively new research topic; we noticed that researchers
used a very heterogeneous terminology when writing the
title, abstract, and keywords of their studies, leading to
the fact that our automatic search may have missed some
potentially relevant studies. We included the snowballing
activity in order to (i) mitigate this potential threat to the
validity of our study and (ii) to keep the automatic search
manageable, given the available time and resources. As
extensively discussed in [51], snowballing is particularly

14. To be successful, the result of the Cohen Kappa statistic must be
above or equal to 0.80 [21].

useful for extending automatic searches since new studies
almost certainly must cite at least one paper among the
previously identified relevant studies. Also, as empirically
assessed in [56], regardless of the differences in the actual
numbers and figures obtained when applying automatic
search and snowballing, similar patterns and conclusions
are identified when using those techniques, especially when
they are used in combination (like we do in this study).

4.3 Data Extraction
The goal of this step is to identify and collect from the
selected primary studies (complete list after Section Refer-
ences) the appropriate and relevant information to answer
our research questions (see section 4.1). To achieve this goal,
we defined a rigorous classification framework to organize
the extracted data in a structured manner; the classification
framework is composed of a set of concepts, references
among concepts and attributes representing the set of data
items extracted from each primary study.

The creation of an effective classification framework
demands a detailed analysis of the contents of each primary
study. In light of this, we followed a systematic process
called keywording [57] for defining our classification frame-
work so that it took all the primary studies into account [57].

Fig. 3: Overview of the keywording process

As shown in Figure 3, our keywording process is com-
posed of two main steps:

1) Collect keywords and concepts: we collected keywords
and concepts by reading each primary study. When
all primary studies have been analyzed, all key-
words and concepts have been combined together to
clearly identify the context, nature, and contribution
of the research. The output of this stage is the set of
keywords extracted from the primary studies.

2) Cluster keywords and concepts: when keywords and
concepts have been finalized, then we performed
a clustering operation on them in order to have
a set of representative clusters of keywords. We
identified the clusters by applying the open card
sorting technique [58] to categorize collaborative
MDSE related keywords into relevant groups: each
cluster represents one of the aspects under a specific
dimension of our classification. After the clusteriza-
tion step, keywords and concepts within a cluster
have been structured in terms of composition, at-
tributes, cardinalities, etc. In order to minimize bias,
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this step has been performed by two researchers
and the results have been double-checked by the
other two researchers. The output of this stage is the
finalized classification framework containing all the
identified concepts, references, and attributes, each
of them representing a specific aspect regarding
collaborative MDSE.

In order to make our data extraction strategy more
robust, we preliminarily performed a sensitivity analysis to
assess whether the results will be consistent independently
from the researcher performing the analysis [49]. More
specifically, we considered a random sample of 10 primary
studies and two authors of this study classified them inde-
pendently, and each disagreement have been discussed and
resolved. Once the extraction strategy has been assessed and
set up, the first author of this study read the full text of
each primary study and extracted its data according to the
classification framework with the support of the other mem-
bers of the research team (see Appendix A). A detailed data
extraction form document as the complete extracted data
spreadsheet are available within the replication package at
www.di.univaq.it/mirco.franzago/collaborativeMDSE/.

4.4 Data Synthesis
The data synthesis activity involves collating and summa-
rizing the data extracted from the primary studies [21,
§ 6.5] with the main goal of understanding, analyzing,
and classifying current research on collaborative MDSE.
We designed and executed our data synthesis activity by
following lessons learned and findings presented by Cruzes
et al. in [59]. Specifically, our data synthesis is divided into
two main phases: vertical analysis, and horizontal analysis.
Vertical analysis. We analyzed the extracted data to find
trends and collect information about each research question
of our study. In this case, we applied the line of argu-
ment synthesis [49]: firstly, we individually analyzed each
primary study in order to document it and to tabulate
its main features with respect to each specific concept of
the classification framework; secondly, we analyzed the set
of primary studies as a whole in order to reason about
potential patterns and trends. We present the results of our
vertical analysis by grouping them according to our research
questions across Sections 5, 6, and 7, 8, and 9.
Horizontal analysis. In this phase we analyzed the ex-
tracted data to explore possible relations across different
dimensions and facets of our research. We cross-tabulated
and grouped the data and made comparisons between two
or more concepts of our classification framework. In this
context, we used contingency tables analysis as the strategy
for evaluating the actual existence of those relations. In the
following we describe the steps we followed for performing
the horizontal analysis:

1) Contingency tables construction: we computed a
contingency table for every possible pair of concepts
within our classification framework15.

2) Relevant insights formulation: we collaboratively
created and discussed a set of 67 potentially relevant

15. this step is automatically performed once via a dedicated R script
available in our replication package.

insights to be investigated, where each relevant
insight is composed of the following elements:

a) concepts: a pair of concepts of the classifi-
cation framework,

b) proposedBy: the team member proposing
the insight,

c) hypotheses: a set of hypotheses to be con-
firmed by the contingency table,

d) table: a reference to the contingency table
between the two paired concepts.

3) Data analysis: we iteratively analyzed each poten-
tially relevant insight created in the previous step
in order to check if its contingency table actually
confirms or disproves its related hypotheses.

4) Reporting: we reported each result obtained in the
previous step as a short paragraph similar to those
in Section 10.

5) Filtering: we filtered out all the results which were
either (i) not supported by a sufficient number of
data points, or (ii) chaotic, not revealing any evident
pattern. This filtering step was performed manually
and collaboratively by the four co-authors until a
full agreement about the inclusion of each pair was
reached. More specifically, because of the semantic
nature of the pairs composing the selected contin-
gency tables, no fixed rules could have been defined
to drive the filtering step (i.e., a specific number of
data points or criteria to detect chaotic behavior).
Consequently, we analyzed collaboratively table by
table searching for interesting findings through a
selection based on an inter-researchers agreement.

To clarify how data have been cross-tabulated, it
is possible to consider as an explanatory example
the case involving the following pair of concepts: <
CollaborationType, V ersioningType >; their correspond-
ing extracted data is reported in Table 14 and Table 16.
This case involves only one hypothesis, i.e., that “approaches
without versioning support are equally distributed across ap-
proaches supporting synchronous and asynchronous collabora-
tion”. Thanks to the vertical analysis (see Table 14), we
already know that approaches without support for version-
ing are 28; by matching those 28 approaches with those
in Table 14, we also know that 22 studies over those 28
support synchronous collaboration, whereas only 6 studies
over 28 support asynchronous collaboration, thus falsifying
the formulated hypothesis. A complete discussion of the
results of the horizontal analysis is presented in Section 10.

5 MODEL MANAGEMENT (RQ1.1)
In this section we describe the characteristics of collabo-
rative MDSE approaches with respect to the model man-
agement facilities provided by the adopted tools. By ana-
lyzing the primary studies under such a dimension, a set
of representative concepts have been identified as shown
in Fig. 4. The first layer of the taxonomy is composed
of five elements: supported artifact, modeling language,
editor, application domain, and multi-view support. In the
following subsections the obtained data for each element are
discussed.



0098-5589 (c) 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

This article has been accepted for publication in a future issue of this journal, but has not been fully edited. Content may change prior to final publication. Citation information: DOI 10.1109/TSE.2017.2755039, IEEE
Transactions on Software Engineering

IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. XX, NO. X, MONTH 20XX 11

Fig. 4: Taxonomy for the management support of collaborative MDSE approaches

5.1 Supported Artifact
Stakeholders may need to collaborate on different kinds
of artifacts. They can collaborate on the specification of
models, or they can even define new modeling languages to
cover a particular application domain. Most of the analyzed
approaches (44 out of 48 studies) support the collaborative
definition of models (as shown in Table 5). Only few ap-
proaches (4 out of 48 studies) provide modelers with the
means to develop in a collaborative manners both mod-
els and metamodels. Indeed, further artifacts are typically
employed when applying model driven techniques e.g.,
model transformations and code generators. Even though
none of them are considered by the analysed studies, we
expect that in the near future they will be also supported by
collaborative tools. Such a confidence is supported by some
recent works [60]–[63] that in our opinion can go towards
that direction.

TABLE 5: Distribution of supported modeling artifacts

Artifact Type #Studies Studies
Model 44 P1, P3, P4, P5, P6, P7, P8,

P9, P10, P12, P14, P15, P16,
P17, P18, P19, P20, P21,
P22, P23, P24, P25, P26,
P27, P28, P29, P30, P31,
P32, P34, P35, P36, P37,
P38, P39, P40, P41, P42,
P43, P44, P45, P46, P47, P48

Model and Metamodel 4 P2, P11, P13, P33

5.2 Modeling Language
During the analysis of the obtained data we no-
ticed a prevalence of collaborative approaches, which

are designed to support specific modeling languages
(ModelingLanguageType concept in Fig. 4) like UML,
BPMN, and MBUI of the Cameleon Reference Framework 16

(27 out of 48 studies, see Table 6). According to the extracted
data, UML is the most considered modeling language since
20 primary studies are about it.

TABLE 6: Distribution of language specificity

Language specificity #Studies Studies
Language specific 27 P3, P6, P7, P9, P10, P15,

P18, P19, P20, P21, P24,
P25, P26, P27, P29, P30,
P31, P32, P34, P35, P36,
P37, P38, P42, P43, P44, P45

Language independent 21 P1, P2, P4, P5, P8, P11, P12,
P13, P14, P16, P17, P22,
P23, P28, P33, P39, P40,
P41, P46, P47, P48

More specifically, the means provided by the analyzed
approaches to add or refine new languages are essentially
three: import, extension, and type inference as identified in
the LanguageCustomizationMeanType concept in Fig. 4
and shown in Table 7. Even though language customization
is not widely supported yet (26 approaches out of the 48 do
not provide any language customization means), the import
technique is the most recurrent one: language definitions are
packaged in modules, which can be installed or removed in
the provided modeling tools, depending on the stakeholder
needs. In the case of the extension technique, modelers
are provided with extensibility constructs, which permit
to extend already existing modeling languages to better

16. http://giove.isti.cnr.it/projects/cameleon.html
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cover the concepts of the considered application domain.
The approaches implementing the inference mechanism (i.e.,
P2, P5, P22, and P48) permit to define custom languages by
sketching new modeling constructs, which then will be used
to (semi-) automatically infer their types.

TABLE 7: Distribution of language customization mean type

Language Customiza-
tion Mean Type

#Studies Studies

None 26 P3, P6, P7, P9, P10, P15,
P18, P19, P20, P24, P25,
P26, P27, P29, P30, P31,
P32, P34, P35, P36, P37,
P38, P42, P43, P44, P45

Import 14 P1, P4, P8, P12, P14, P16,
P17, P23, P28, P39, P40,
P41, P46, P47

Extension 6 P8, P11, P13, P14, P21, P33
Inference 4 P2, P5, P22, P48

5.3 Editor
In any modeling approach the features provided by the
supporting editor can make the difference. According to
the extracted data, the analyzed approaches are endowed
with editors, which can be distinguished under several
characteristics as presented by the concept Editor and
related elements in Fig. 4. One of the main distinguishing
elements is represented by the way editors can be used, i.e.,
whether they need to be installed on the client machines, or
whether they are ready to use since Web-based. As shown
in Table 8 most of the editors are desktop-based only, and
15 approaches provide modelers with Web-based editing
tools only. Papers P23 and P24 do not provide any client
since they are mainly about conceptual aspects of real-time
collaborations.

TABLE 8: Distribution of editor type

Editor Type #Studies Studies
Desktop-based 28 P1, P2, P5, P9, P12, P15,

P17, P21, P22, P25, P26,
P27, P28, P29, P30, P31,
P33, P36, P37, P38, P39,
P40, P42, P43, P44, P46,
P47, P48

Web-Based 15 P3, P4, P6, P7, P10, P11,
P13, P14, P16, P18, P19,
P32, P34, P35, P45

Both 3 P8, P20, P41
Not information 2 P23, P24

Another characteristic aspect of modeling editors
is represented by the concrete syntaxes that modelers
can use to specify models. According to the concept
ConcreteSyntaxType shown in Fig. 4, models can be
specified by means of several notations, which can be tex-
tual, graphical, tree-based, and tabular. It is not possible
to identify the notation which best fits any situation. For
instance, developers might prefer textual notations, whereas
business analysts might like more graphical or tabular-
based syntaxes. As shown in Tab. 9, most of the analyzed ap-
proaches provide modelers mainly with graphical and tree-
based notations. Some approaches permit to specify models

in a flexible way by enabling the definition of sketches that
might be manipulated later to introduce typing informa-
tion. The approaches labeled as external are not restricted
to particular concrete syntaxes. They provide collaborative
engines, able to manage models developed by means of
external tools.

TABLE 9: Distribution of concrete syntax type

Concrete Syntax Type #Studies Studies
Graphical 38 P2, P3, P4, P6, P7, P8, P9,

P10, P11, P12, P13, P14,
P15, P16, P18, P19, P20,
P21, P22, P24, P25, P26,
P27, P29, P30, P32, P34,
P35, P38, P39, P40, P41,
P42, P43, P44, P45, P47, P48

Tree-based 14 P7, P8, P13, P15, P19, P21,
P22, P33, P34, P39, P41,
P42, P47, P48

Sketch-based 7 P2, P8, P9, P27, P31, P41,
P43

External 6 P1, P5, P17, P23, P28, P46
Textual 5 P13, P16, P21, P24, P45
Tabular 2 P12, P21

When developing modeling artifacts, having the avail-
ability of techniques and tools enabling early checks of the
specified models is of paramount importance. Validation
activities can be performed e.g., to check static semantics
aspects, or functional and extra-functional properties of the
system being modeled. As shown in Fig. 4 by means of
the ValidationSupportType concept, several techniques
can be adopted to validate models. All of them share the
idea of querying the analyzed models in order to find oc-
currences of some (anti-)patterns of interest. The languages
and tools, which are provided to specify such patterns
(e.g., OCL expressions, rule-based predicates, etc.) represent
the distinguishing elements of the considered validation
mechanisms. As shown in Table 10 only 15 approaches out
of the 48 primary studies implement some model validation
support.

TABLE 10: Distribution of validation support type

Validation Support
Type

#Studies Studies

OCL-based 6 P17, P33, P35, P41, P46, P48
Constraint-based 5 P21, P32, P41, P45, P48
Rule-based 3 P12, P16, P37
Critics-based 1 P41

With the concept ReuseGranularityType shown in
Fig. 4 we refer to the mechanisms provided by the consid-
ered model management infrastructure to search and reuse
already specified models (or part of them), by resembling
the established reuse and integration practices in software
development. In the case of MDSE, similar modeling arti-
facts often need to be developed from scratch, thus raising
the upfront investment and compromising the productiv-
ity benefits of model-based processes. For instance, when
modelers identify the need for a domain-specific modeling
language, it is quite common to implement it from scratch
instead of reusing already developed languages that might
satisfy their requirements [64]. By analyzing the selected
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primary studies, we noticed that reuse can occur at different
levels of granularity (see Table 11): P11 and P14 provide the
means to reuse already specified models in new projects,
whereas P13 and P35 rely on the notion of package consisting
of a set of interrelated models, which are made reusable as
whole. Other approaches permit to link and reuse specific
fragments of existing modeling artifacts.

TABLE 11: Distribution of model reuse granularity

Model Reuse Granu-
larity

#Studies Studies

Model Fragment 7 P2, P6, P12, P30, P34, P38,
P41

Model 2 P11, P14
Package 2 P13, P35

5.4 Application Domain

According to the analyzed data, most of the considered
primary studies support the specification of models for
any application domain as shown in Table 12. Only few
approaches are defined for dealing with specific kinds of
systems i.e., mobile applications, Web application, business
applications, and IT systems. An additional level of speci-
ficity we have identified is represented by the supported
system parts, i.e., user interface, business logic, navigational
structure, and data layer. For instance, P19 provides an
approach for the collaborative modeling of user interfaces
for Web applications.

TABLE 12: Distribution of application domain and system
parts

Application
Domain Type

#Studies Studies Focus

Generic 44 P1, P2, P3, P4,
P5, P6, P7, P8,
P9, P10, P11,
P12, P13, P15,
P16, P17, P18,
P20, P21, P22,
P23, P24, P25,
P26, P27, P28,
P29, P30, P31,
P32, P33, P34,
P36, P37, P38,
P39, P40, P41,
P42, P43, P44,
P45, P47, P48

Any. Only
P4 focuses
on UI

Mobile Applications 1 P14 UI, Data,
Business
Logic,
Navigation

Web Applications 1 P19 UI
Business Applications 1 P35 Any
IT Systems 1 P46 Any

5.5 Multi-View Support

To tame the complexity of software systems, some ap-
proaches permit to decompose models into different views,
each focusing on specific aspects of the whole system.
According to the MultiViewSupportType concept shown
in Fig. 4, multi-view modeling approaches are distinguished

between synthetic, and projective [65]. In the former, a num-
ber of views are specified by means of dedicate languages,
and the model of the whole system is automatically syn-
thesized from them. In the latter, each view is obtained by
projecting the system model by hiding details not relevant
for the particular view. According to the analyzed data, only
13 out of the 48 primary studies provide the support for
multi-view specifications (see Table 13).

TABLE 13: Distribution of approaches supporting multi-
views

Multi-Views Support #Studies Studies
Projective 7 P12, P13, P20, P21, P35,

P36, P46
Synthetic 5 P4, P8, P14, P24, P41
Both 1 P16

Characteristics of the model management infrastructure
(RQ1.1)

Most approaches support the collaborative defini-
tion of models, rather than other MDSE artifacts, with
a prevalence of collaborative approaches supporting
the collaborative work on UML models. Editors are
mostly desktop-based, mainly with graphical and tree-
based notations. Collaborative model validation is only
partially supported. Most of the approaches support
the specification of models for any application domain,
while multi-view support is quite limited.

6 COLLABORATION (RQ1.2)
In this section we describe the characteristics of collabo-
rative MDSE approaches with respect to the stakeholders’
collaboration aspect. By analyzing the primary studies un-
der such a dimension, specific concepts have been identified
as shown in Fig. 5. In particular, according to the elicited
CollaborationType concept, stakeholders can work on
the same modeling artifacts in different manners as shown
in Table 14 and described below:
. Synchronous: in this case collaboration occurs in real-
time and stakeholders remotely work together on the same
artifacts by resembling face-to-face interactions. Such a kind
of collaboration can be the most effective since it permits
to solve issues in (near) real-time. As discussed later in
the paper, the infrastructure supporting such a kind of
collaboration should provide stakeholders with the means
to share workspaces and to enable the synchronous editing
of the artifacts there in;
. Asynchronous: stakeholders work on the same artifacts
but not at the same time. Since different changes can be
performed on the same artifacts from different people and
at different time, the employed collaborative infrastructure
has to provide stakeholders with the means to detect and
resolve conflicting changes that might occur. According to
the performed analysis, different strategies can be imple-
mented to propagate changes and to manage conflicting
ones. Most of the available asynchronous approaches im-
plement typical mechanisms provided by version control
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Fig. 5: Taxonomy for the collaboration support of collaborative MDSE approaches

TABLE 14: Distribution of collaboration type

Collaboration Type #Studies Studies
Synchronous 24 P2, P4, P7, P9, P10, P11,

P13, P14, P15, P16, P17,
P18, P19, P24, P25, P26,
P27, P29, P31, P32, P39,
P40, P43, P44

Asynchronous 20 P1, P3, P5, P6, P8, P12, P20,
P21, P30, P33, P34, P35,
P36, P37, P38, P42, P45,
P46, P47, P48

Both 4 P22, P23, P28, P41

systems like SVN or Git. In particular, modelers perform
local changes and then commit them to a central repository.
In case of conflicts, modelers have to manually resolve them
by possibly interacting with the authors of the conflicting
changes. Importantly, before starting any editing session,
modelers have to update their local version of the artifacts
being modified. In the approaches presented in P36 and P37,
modelers do not have to explicitly download the remote
version of the edited model, which instead is automatically
updated immediately after any commit performed to the
central repository. In case of conflicting changes detected
during the automatic updates, a general resolution rule is
applied i.e., the last operated changes are applied.

According to the NetworkArchitecture concept
shown in Fig. 5, the adopted collaborative infrastructure
can make use of a central server, can be peer-to-peer, or
mixed. In case a central server is available (which is the most
recurrent configuration as shown in Table 15), collaborative

tasks are performed by relying on data remotely stored in a
common resource. Alternatively, as presented in P36 and
P37 it is possible to work in a collaborative manner by
means of peer-to-peer configurations. In particular, all the
artifacts, messages, and editing operations are exchanged
among the parties involved in the collaborative sessions. In
P28, P31, and P41 authors propose a mixed solution relying
on a central server providing storage facilities for manag-
ing models, whereas messages and editing operations are
directly exchanged among the involved stakeholders.

TABLE 15: Distribution of network architecture

Network Architecture #Studies Studies
Central Server 43 P1, P2, P3, P4, P5, P6, P7,

P8, P9, P10, P11, P12, P13,
P14, P15, P16, P17, P18,
P19, P20, P21, P22, P23,
P24, P25, P26, P27, P29,
P30, P32, P33, P34, P35,
P38, P39, P40, P42, P43,
P44, P45, P46, P47, P48

Peer to peer 2 P36, P37
Mixed 3 P28, P31, P41

Further than the types of collaboration and network
architectures, the taxonomy we extracted and shown in Fig.
5 consists of additional concepts as presented in the remain-
ing of the section. In particular, Section 6.1 describes the
concepts related to the versioning support (when available),
whereas Section 6.3 presents the concepts related to the
editing facilities provided by the adopted modeling tools.



0098-5589 (c) 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

This article has been accepted for publication in a future issue of this journal, but has not been fully edited. Content may change prior to final publication. Citation information: DOI 10.1109/TSE.2017.2755039, IEEE
Transactions on Software Engineering

IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. XX, NO. X, MONTH 20XX 15

6.1 Versioning Support

Similarly to source code, modeling artifacts can evolve
during their life-cycle e.g., due to refinements operated
on previously represented abstractions or to the specifi-
cation of unforeseen requirements. In such cases, having
the availability of versioning systems able to keep track of
the performed changes is of paramount importance e.g.,
to perform change impact analysis or to simply retrieve
the subsequent versions of a given modeling artifact. Even
though the importance of model versioning has been largely
recognized by modeling experts, there is still a deficiency of
such a facility in currently available collaborative tools (28
out of 48 primary approaches do not provide any model
versioning support as shown in Table 16).

TABLE 16: Distribution of versioning type

Versioning type #Studies Studies
None 28 P2, P3, P4, P7, P9, P10, P11,

P12, P14, P15, P16, P17,
P19, P24, P25, P26, P27,
P29, P30, P31, P32, P36,
P37, P39, P40, P43, P44, P47

Adhoc 9 P1, P8, P13, P18, P20, P23,
P33, P42, P48

Models 5 P21, P22, P28, P34, P38
Generic 4 P5, P35, P41, P46
Wiki 2 P6, P45

According to the extracted taxonomy, two types of ar-
chitecture can be employed for supporting the versioning
of the modeling artifacts, i.e., centralized and distributed
(VCSArchitectureType concept in Fig. 5). As shown in
Table 17, the majority of primary studies supporting a ver-
sioning system adopt a centralized architecture (19 studies
over 20). Interestingly, only 1 primary study adopts a dis-
tributed versioning architecture (P33), where the DICoMEF
approach for semi-automatic conflict detection, reconcilia-
tion, and merging for models and metamodels has been
presented. The DICoMEF approach is fully distributed, but
the process of conflict detection and merging is centralized;
more specifically, groups of stakeholders can be dynamically
formed in DICoMEF and a designated controller has the
responsibility to store, receive and forward model change
requests among the members of each group.

TABLE 17: Distribution of VCS architecture type

VCS Architecture Type #Studies Studies
Centralized 19 P1, P5, P6, P8, P13, P18,

P20, P21, P22, P23, P28,
P34, P35, P38, P41, P42,
P45, P46, P48

Distributed 1 P33

When developing modeling artifacts by exploiting ver-
sioning systems, it might be helpful to create branches of
the project being developed in order to allow model parts
to be specified in parallel. This is particularly required for
large models, which demand the participation of several
stakeholders with different knowledge. Once branches have
been properly developed, they require to be merged back
onto the parent branch. According to the extracted data, few

approaches, 11 out of 48, provide modelers with branching
mechanisms as shown in Table 18.

TABLE 18: Distribution of branching support

Branching Support #Studies Studies
Not supported 37 P1, P2, P3, P4, P5, P6, P7,

P9, P10, P11, P12, P14, P15,
P16, P17, P19, P22, P23,
P24, P25, P26, P27, P29,
P30, P31, P32, P36, P37,
P39, P40, P42, P43, P44,
P45, P46, P47, P48

Supported 11 P8, P13, P18, P20, P21, P28,
P33, P34, P35, P38, P41

6.2 Conflict Management
When several modelers work in parallel on the same arti-
facts, it is also necessary to adopt conflict detection techniques
able to discover conflicts, i.e., discordant changes performed
on the same elements by different stakeholders. Most of the
analyzed approaches provide modelers with some conflict
detection techniques (27 out of the 48 analyzed papers as
shown in Table 19). Some of the considered papers (12 out
of 27) try to prevent conflicts by adding further constraints
on the editing phases, e.g., before changing models, mod-
elers have to lock the elements they want to modify. This
way, they have exclusive accesses to model elements and
consequently conflicts are simply avoided.

TABLE 19: Distribution of conflict detection support

Conflict detection sup-
port

#Studies Studies

Yes 27 P1, P5, P6, P8, P13, P16,
P17, P19, P20, P21, P22,
P23, P24, P28, P30, P33,
P34, P35, P36, P37, P38,
P41, P42, P44, P46, P47, P48

Avoided 12 P2, P3, P9, P10, P11, P12,
P14, P18, P32, P39, P40, P45

None 9 P4, P7, P15, P25, P26, P27,
P29, P31, P43

In order to reconcile conflicts, which might occur because
of discordant changes, resolution means should be pro-
vided by the adopted collaborative modeling framework.
As shown in Table 20 most of the analyzed approaches
providing conflict detection features (17 of 27) prefer to com-
pletely delegate the resolution phase to the stakeholders that
caused the conflicts. Other approaches (9 of 27) implement
a mixed approach, i.e., try to automate the resolution phase
as much as possible, and involve humans only for deal
with discordant changes, which cannot be automatically
solved since further information is required. The approach
presented in P36 automates the conflict resolution phase
by applying a general rule that when two changes are
conflicting, those performed late overwrite those occurred
first.

6.3 Shared Workspace
By analyzing the 48 primary studies we identified two
recurrent aspects related to how stakeholders can actually
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TABLE 20: Distribution of conflict resolution type

Conflict resolution
type

#Studies Studies

Manual 17 P1, P8, P13, P16, P17, P19,
P20, P21, P28, P30, P34,
P35, P41, P42, P44, P46, P47

Mixed 9 P5, P6, P22, P23, P24, P33,
P37, P38, P48

Auto 1 P36

collaborate during the editing phases. Few approaches (only
4 as shown in Table 21) expect a collaboration occurring
among several people working face-to-face in the same
room. Such a kind of collaboration can turn out to be too
restrictive and this justifies why most of the analyzed work
provide modelers with a remote shared workspace. The
works P28 and P30 provide the support for both kinds of
interaction.

TABLE 21: Distribution of shared workspace location type

Workspace location
type

#Studies Studies

Remote 42 P1, P3, P4, P6, P7, P8, P9,
P10, P11, P12, P13, P14,
P15, P16, P17, P18, P19,
P20, P21, P22, P23, P24,
P25, P26, P27, P29, P32,
P33, P34, P35, P36, P37,
P38, P39, P40, P41, P42,
P43, P44, P45, P46, P47

Local 4 P2, P5, P31, P48
Both 2 P28, P30

The process underpinning the collaboration of several
stakeholders can be different depending on the roles and
expertise of the involved modelers and on how they are
geographically distributed. To this end, we analyzed if the
primary studies faced the problem to give to the users
a workflow to follow during the modeling activities. As
shown in Table 22, 27 works prescribed a workflow in terms
of steps and roles that have to be followed by a given
collaborative editing process. Very few papers (only 5 out
of 48) consider this aspect irrelevant and do not describe
at all the sequence of actions to be followed during the
collaborative modeling process.

TABLE 22: Distribution of prescribed workflow

Prescribed workflow #Studies Studies
Yes 27 P1, P5, P6, P8, P9, P10, P11,

P13, P14, P16, P17, P22,
P24, P28, P30, P32, P33,
P34, P36, P37, P38, P41,
P42, P44, P45, P47, P48

Partially described 16 P2, P12, P15, P18, P19, P20,
P21, P23, P25, P26, P29,
P31, P35, P39, P43, P46

No 5 P3, P4, P7, P27, P40

6.4 Roles
While analyzing the considered 48 primary studies concern-
ing the collaboration aspect, we have identified several user
roles, each involved in collaboration activities with different

tasks and rights. More specifically, users collaboratively
working on the same modelling artifacts can play one or
more of the following main roles:

• Facilitator: this group consists of users that can play a
key role in any collaborative modelling session. They
are senior users that make decisions when needed;

• Project Administrator: users in this group have full
access to the artifacts being developed including
their deletions;

• Server Administrator: this group refers to users that
can administer also users further than the projects
being developed;

• Reader: users belonging to such a group can only
see developed modelling artifacts without having the
possibility to operate changes on them;

• Integrator: some approaches recognize such a role
representing users, which have the responsibility
of performing integration activities i.e., merging
changes operated by different developers and ask
them to review and agree the integrated results;

• Controller: the controller propagates accepted
changes to all members of a given group of users,
and changes propagated from the controller are
applied on the artifacts stored in the main branch of
the considered repository;

• Editor: users of such group can read and write their
local copy of the (meta)models, and can only read
those that are in the main branch of the considered
repository;

• Project Leader: in case of conflicting changes, some
approaches consider a particular kind of users that
can start discussions among modelers aiming at mit-
igating conflicting changes and resolve them. Project
leaders have such a responsibility.

TABLE 23: Distribution of roles

Roles #Studies Studies
Facilitator 8 P3, P9, P21, P23, P30, P32,

P37, P45
Administrator
(Project/Server)

4 P11, P14, P16, P21

Reader 4 P11, P16, P21, P33
Integrator 1 P1
Controller 1 P33
Editor 1 P33
Project Leader 1 P45

The distribution of such roles in the analyzed approaches
is shown in Table 23. The primary studies that are not in-
cluded in those shown in Table 23 consider all the modelers
involved in the collaboration activities as pairs.

Characteristics of collaboration means (RQ1.2)
The collaborative infrastructure is mostly based on

a star-like topology with data stored in a central server.
Versioning is mostly supported through a centralized
versioning system architecture. Branches creation is
only sporadically supported while conflict detection is
employed by over half of the approaches. Collaboration
is mostly based on a remote shared workspace. The
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workflow specification of how different stakeholders
shall interact is described (or partially described) by
most of the approaches. MDSE collaboration involves
a number of different stakeholders with different roles.

7 COMMUNICATION (RQ1.3)
In this section we describe the characteristics of collabo-
rative MDSE approaches in relation to how they support
stakeholders’ communication. Figure 6 shows the taxonomy
we extracted from the primary studies when focusing on
this dimension of collaboration. The first layer of the tax-
onomy is composed of three elements: target stakeholders,
workspace awareness, and communication support. We de-
scribe the obtained data for each element in the following
subsections.

7.1 Target Stakeholders
By taking inspiration from the conceptual foundations of
the ISO/IEC/IEEE 42010 standard [35], a stakeholder can
be defined as an individual, team, or organization having an
interest in one or more models of the system. Since collabo-
ration intrinsically implies involvement of a potentially het-
erogeneous set of stakeholders, the first aspect that we want
to investigate is whether involved stakeholders are technical
(e.g., software architects, developers, system engineers) or
non-technical (e.g., business analysts, UI designers, or even
product owners) (see the StakeholderType concept in
Figure 6). As shown in Figure 7, the vast majority of the
studies assume that only technical stakeholders collaborate
on models (41/48), followed by only 6 approaches designed
for both technical and non-technical stakeholders (P4, P6,
P14, P20, P44, P47). Interestingly, there is a unique approach
designed for non-technical stakeholders only (P2), pub-
lished in 2015; the approach allows participants to sketch
and use lightweight metamodeling techniques to collabora-
tively define notations and step-wise guides them towards
the formalization of the drawings into precisely defined
models.

During the analysis of obtained data we also noted
that there are 9 approaches that are dedicated to specific
types of stakeholders. Those approaches provide some specific
instrument or modeling language tailored to a specific ap-
plication domain (e.g., data-intensive mobile apps in P14)
or stakeholders’ role (e.g., software architects in P47). In
Table 24 we present the full list of types of stakeholders
as they have been reported in those studies.

7.2 Workspace Awareness
Workspace awareness is defined as the up-to-the-moment
understanding of other stakeholders’ interaction with a
shared workspace [66]. In our context, the workspace com-
prises the modelling environment provided by the collabo-
rative MDSE approach (e.g., the online web editor in which
stakeholders create and modify models in real-time in P13)
and all its additional facilities like a shared dashboard (e.g.,
in P21), integration to a wiki-based engine (e.g., in P7), or
special notification areas in the tool (e.g., in P24). Intuitively,

TABLE 24: Approaches dedicated to specific types of stake-
holders

Study Specific target stakeholders Year
P4 Developer, functional analyst, usability expert,

domain expert, designer
2014

P6 Business process expert, modeling expert 2013
P14 Designer, end user, customer, information ar-

chitect, UI designer, app developer, back-end
developer, content producer, project manager

2014

P17 Software architect 2010
P19 Designer, developer, software architect, soft-

ware engineer
2013

P31 Analyst, business process stakeholder 2011
P44 Domain expert, model engineer 2012
P45 Business analyst 2011
P47 Software architect 2015

in the context of our study workspace awareness focuses
on the level of understanding that each stakeholder has on
the operations performed by other stakeholders on the mod-
elling artifacts. It is important to note that workspace aware-
ness is limited to events happening in the workspace [66],
it does not encompass verbal communication or informal
awareness mechanisms like chats, emails, or documentation
exchanged outside the workspace provided by the MDSE
approach.

Table 25 details the tools provided by each approach for
supporting the workspace awareness among stakeholders.
From the extracted data we can observe that there is a
certain fragmentation with respect to the types of tools for
workspace awareness, ranging (among many) from real-
time model updates (28/48 primary studies), to the high-
lighting of other stakeholders’ cursors or pointers (5/48), to
model update notifications via automatic emails (2/48). It
should be noted that many collaborative MDSE approaches
(specifically, 36/48) provide multiple workspace awareness
tools in combination; this means that stakeholders can ben-
efit from the characteristics of each available tool in terms
of interaction with other stakeholders, understandability
of the models being produced, teamwork, and situational
awareness of their current project.

In order to better investigate how our primary studies
perform with respect to workspace awareness, we assess
their awareness level according to the elements of workspace
awareness presented in [66, Table I]. More specifically, here
we consider the who, what and where elements relating to
the present state of a project; the final awareness level of
a primary study is Low if it supports only one element
(according to the I1 inclusion criterion, there are no primary
studies with zero workspace awareness elements in our
study), Medium if it supports two elements, or High if it
supports all elements. As shown in Figure 8, the majority
of the primary studies have a Low workspace awareness
level (29/48), whereas Medium and High levels are quite
balanced with 8 and 11 primary studies, respectively. This
result is quite interesting because it can be seen as an
indication of room for improvement in terms of workspace
awareness for collaborative MDSE approaches. For instance,
workspace awareness support for the WebGME (P13) users
is allowed through real-time updates in the modeling editor
and through an implicit lock that prevent to modify/delete
a model element already selected by another user: the
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Fig. 6: Taxonomy for the communication support of collaborative MDSE approaches

TABLE 25: Distribution of workspace awareness tools

Awareness tools #Studies Studies
Real-time model updates visualized directly in the modeling editor 28 P2, P4, P7, P9, P10, P11, P13, P14, P15, P16, P17, P18, P19, P22,

P24, P25, P26, P27, P29, P31, P32, P36, P37, P39, P40, P41, P43,
P44

Generic notification system (e.g., popup messages, etc.) 20 P6, P7, P10, P13, P14, P15, P16, P17, P18, P21, P23, P24, P28,
P33, P34, P38, P42, P45, P46, P47

List of currently active stakeholders 15 P6, P7, P9, P10, P18, P27, P30, P31, P32, P36, P39, P40, P41,
P43, P44

Highlight the selection of model elements by other stakeholders 10 P2, P6, P7, P10, P11, P25, P27, P41, P43, P44
Highlight conflicts on model elements after concurrent editing 8 P6, P22, P24, P33, P34, P44, P47, P48
Each user as an associated color for highlighting her actions or
messages

8 P7, P9, P27, P31, P39, P40, P41, P44

Real-time indication about the operations performed by other stake-
holders

8 P22, P34, P38, P39, P40, P41, P44, P48

Highlight locked model elements by other stakeholders 7 P2, P3, P8, P12, P28, P29, P34
Each stakeholder can see other stakeholders’ cursor or pointer 6 P18, P25, P29, P39, P40, P43
Based on the versioning system (e.g., commit messages, update
notifications, etc.)

5 P1, P5, P35, P42, P46

Free-hand drawing in a special area of the client tool for sketching
ideas

3 P9, P39, P40

Model overview where stakeholders can visually see where other
stakeholders are working

3 P9, P39, P43

Based on a wiki engine (e.g., updates log, active users, etc.) 2 P6, P45
Dedicated area with general information about other stakeholders’
activities (e.g., log)

2 P6, P10

Notifications via automatic emails 2 P20, P34
Dedicated area with editing operations details (e.g., operations’
timestamps)

2 P8, P21

Dedicated area with editing conflicts to manage 1 P38

locked element gives to the user an indication of where
another user is working on (i.e. where dimension support).
Unfortunately the modeling updates just ”appear” in the

editor without any indication about who is updating nor the
details of the current actions that other users are performing;
this is a clear gap in the who and what dimensions of
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Fig. 7: Results - stakeholder types

Fig. 8: Workspace awareness levels

workspace awareness on which the authors of WebGME
may work.

7.3 Communication Support

As already discussed in Section 3, in MDSE communication
support allows stakeholders to discuss and present what
they and other stakeholders are doing on specific modelling
artifacts. Historically, software engineers have adopted a
wide range of communication tools and technologies, such
as telephone, teleconferences, email, voice mail, discussion
lists, the Web, instant messaging, voice over IP, etc. [67].
Our primary studies present a wide set of communication
tools and technologies; we classified them into built-in and
external communication tools. Built-in communication tools
are provided by a collaborative MDSE approach and are
integrated into it (e.g., models annotations in the editor,
internal chat), whereas external communication tools are
only prescribed by the collaborative MDSE approach and
do not live inside it (e.g., voice calls, emails, face-to-face
meeting).

Table 26 presents the distribution of all built-in and ex-
ternal communication tools emerging from our analysis. It is
easy to note that there is a great variability here, where we
have chat (18/48) and model annotations (13/48) as clear
winners for built-in communication means; voice (3/48),
email (2/48), and teleconference software (2/48) are the
most prescribed external communication means.
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Fig. 9: Results - Number of built-in and external communi-
cation tools

TABLE 26: Communication tools

Built-in comm.
tools

#Studies Studies Conversation-
based (subset)

Chat 18 P7, P9, P10,
P11, P16, P18,
P22, P24, P25,
P26, P27, P29,
P32, P34, P39,
P40, P43, P44

P7, P9, P10,
P11, P16, P18,
P22, P24, P25,
P26, P27, P29,
P32, P34, P39,
P40, P43, P44

Annotations 13 P3, P6, P7, P8,
P12, P18, P20,
P21, P26, P27,
P30, P31, P40

-

Comments 8 P6, P8, P12,
P20, P21, P27,
P30, P45

P6, P8, P12,
P20, P21, P45

Change propos-
als

7 P21, P22, P30,
P33, P39, P40,
P48

-

Voting system 6 P22, P30, P39,
P40, P45, P48

-

Tags 1 P6 -
Model reviews 1 P8 -
Calls for atten-
tion

1 P9 -

Sticky notes in
the editor

1 P9 P9

Audio messaging 1 P25 P25
Editing conflicts
table

1 P27 P27

Feedback 1 P38 -
Dedicated forum 1 P45 P45
External comm.
tool

#Studies Studies Conversation-
based (subset)

Voice 3 P2, P28, P30 P2, P28, P30
Email 2 P20, P47 P47
Teleconference
software

2 P28, P30 P28, P30

External chat 1 P47 P47
Face-to-face
meetings

1 P48 -

Hand gestures 1 P2 P2
Wiki 1 P20 -
Hyperlinks 1 P3 -
Multimedia
annotations

1 P33 -

By looking at the obtained numbers, it is evident that
there is a certain unbalance with respect to the number of
built-in and external communication tools; indeed, as shown
in Figure 9, there is a strong predominance of built-in com-
munication tools with respect to external ones. Interestingly,
we found out also that 15 out of 48 primary studies do not
provide any clear indication about how communication is
supported by the proposed approach, unveiling a potential
gap in how state-of-the-art approaches support the three
dimensions of collaborative MDSE. Moreover, 11 studies
provide only one (built-in) communication tool, followed by
14 studies providing more than one built-in communication
tool (e.g., the approach presented in P39 supports an in-
ternal chat system, an engine for making change proposals
in the models, and a voting system for those proposals).
Finally, there are few studies in which external communi-
cation tools are prescribed; in this context we can observe
that 3 studies propose a combined use of two external
communication tools (P2, P28, P47), 2 studies support the
use of one built-in and one external communication tool
(P3 and P33), and other 3 studies support and prescribe
other different combinations of communication tools (P20,
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P30, and P48). None of the considered studies propose
the use of more than 4 built-in and more than 2 external
communication-tools.

We also analyzed our primary studies in terms of sup-
port for conversation-based communication. In this context,
the idea is that stakeholders may need to communicate
with each other with a question-and-answer interaction
style, where communication contents about some modelling
artifact can be organized hierarchically and linked to other
communication contents (e.g., a comment in a model can be
marked as a reply to another comment). In the last column
of Table 26 we report the studies providing conversation-
based communication.

TABLE 27: Types of supported tracing links

Traceability link type #Studies Studies
Annotations on model
elements

14 P3, P6, P7, P8, P12, P18,
P20, P21, P26, P27, P30,
P31, P33, P40

Links to model ele-
ments in chat text

6 P9, P11, P26, P39, P40, P44

Comments on model ele-
ments

4 P8, P12, P20, P21

Change proposals linked
to model elements

3 P21, P22, P48

Voting system for change
proposals linked to
model elements

2 P22, P48

Links to model ele-
ments in the Wiki text

1 P20

Sticky notes on model el-
ements

1 P9

Hyperlinks to model el-
ements in unstructured
textual documents

1 P3

Links to model ele-
ments in multimedia an-
notations

1 P33

Feedback system linked
to model elements

1 P38

What distinguishes collaboration in MDSE within soft-
ware engineering is that collaboration in MDSE is artifact-
based; indeed, the focus of MDSE activities is on the produc-
tion of new models, the creation of shared meaning around
the models, and elimination of error and ambiguity within
the models [67]. Under this perspective, it is fundamental
to have traceability links to the models in order to keep a
structured link between the design decisions discussed in
communication-oriented contents (e.g., the text of a chat or
the page of a Wiki) and modeling artifacts (e.g., a model or a
specific model element). In Table 27 we present the primary
studies providing those tracing links.

Characteristics of communication means (RQ1.3)
The vast majority of the primary studies are in-

tended to support the collaboration among technical
stakeholders, with a unique approach designed for
non-technical ones. Many are the tools for workspace
awareness (being real-time updates and notification
systems the most frequent). Still, the awareness level
in most of the studies is low. Communication tools and
technologies, classified into built-in and external, are
diverse, with chat and annotations being the most used

ones (in the built-in category). Conversation-based com-
munication is quite frequently used, especially through
chat and comments. Traceability links are frequently
kept through annotations or links to model elements
in chat text.

8 CHALLENGES AND SHORTCOMINGS (RQ2)
In this section we focus on the challenges that researchers
are facing and have identified either as actual limitations
of their approaches or future enhancements that will be
considered in the future. In this context, the main objective is
to answer research question RQ2, that is, to identify current
limitations and challenges with respect to the state of the art
in collaborative MDSE. In order to achieve this goal, for each
primary study we collected all the information provided by
its authors regarding (i) identified limitations of the pro-
posed approach, (ii) identified challenges that have not been
solved in the current form of the proposed approach, and
(iii) discussed directions for future work. Such information
has been extracted by (i) making a thorough reading of the
full text of each primary study, and (ii) applying the open
card sorting technique [58], similarly to what has been done
for building the classification framework in the context of
RQ1. After the application of the card sorting technique
we noticed that the identified clusters of limitations and
shortcomings could have been further grouped into two
main groups:

• Limitations and shortcomings related to aspects of
the C-MDSE taxonomy17 (see Table 28);

• Limitations and shortcomings focussing on qualita-
tive aspects of the presented approaches, such as
their usability, performance and scalability (see Ta-
ble 29).

Table 28 provides an overview of the limitations and
shortcomings which have been mentioned more than once
among our primary studies. By looking at the table it is
evident that the most relevant challenge with respect to
collaborative MDSE is conflicts management; indeed, even
if in the recent years some approaches for managing this
aspect of collaborative modeling have been proposed (e.g.,
P46, P47), 15 studies over 48 still mention conflict manage-
ment either as a limitation or as an aspect to improve in the
future. Model synchronization and propagation of changes
across models edited within the collaborating team are also
mentioned as relevant challenges (9 studies over 48).

As shown in the table, many other limitations and chal-
lenges have been identified in the primary studies, ranging
from improving the support for the collaboration workflow
of the team (4 studies), interoperability with external mod-
eling, analysis, or simulation tools (2 studies), and so on.
Finally, in 11 cases the authors mentioned approach-specific

17. Concepts of the classification framework are referred in the third
column by means of a dot notation. For instance, with Collabora-
tion.ConflictDetection.ConflictResolution we refer to the concept Conflic-
tResolution contained in the ConflictDetection entity belonging to the
Collaboration dimension as shown in Fig. 5
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TABLE 28: Identified limitations and shortcomings according to the C-MDSE taxonomy

Limitations and shortcomings #Studies Studies Related concepts of the classification framework
Conflicts management 15 P1, P5, P6, P11, P13, P16,

P17, P22, P23, P24, P28,
P29, P42, P43, P48

Collaboration.ConflictDetection.ConflictResolution

Model synchronization and change
propagation

9 P4, P8, P11, P19, P21, P29,
P38, P43, P46

Collaboration.VersioningSupport.ModelMerging

Constraints specification, enforcing,
and conformance checks

5 P11, P13, P33, P42, P46 ModelManagement.Editor.validationSupport

Support for collaboration workflows and
integration with development process

4 P19, P21, P33, P39 Collaboration.SharedWorkspace.prescribed workflow

Tool improvement 4 P9, P12, P28, P40 Communication.WorkspaceAwareness.AwarenessTool,
ModelManagement.Editor

Support for versioning and models
editing history

3 P10, P11, P48 Collaboration.VersioningSupport

Support for combined asynchronous
and synchronous collaboration

2 P16, P37 Collaboration.collaboration type

Independence from any specific model-
ing language

2 P6, P42 ModelManagement.ModelingLanguage

Interoperability with external tools 2 P9, P12 ModelManagement.Editor.ConcreteSyntaxType
Better coverage of modeling languages
concepts

2 P10, P36 ModelManagement.ModelingLanguage.LanguageCu-
stomizationMean

Support for audio communication 2 P31, P44 Communication.CommunicationSupport

limitations and challenges, e.g., the definition and application
of transformations between models across different abstraction
levels (P19), the fact that the technology for deploying software
tools over the web is still immature (P3), or the need to manage
the logs in a systematic manner (P26).

As shown in Table 29, from a qualitative perspective
we identified three recurrent areas of improvement for C-
MDSE approaches. Specifically, usability has been mentioned
in 7 primary studies over 48, followed by performance (3/48)
and scalability (3/48) improvement. In conclusion, from the
extracted data we can observe that identified limitations and
shortcomings are quite fragmented, where each research
group is focusing on specific sub-problems related to col-
laboration in MDSE (this is also evident from the paper
fragments reported in Table 29). Nevertheless, the points
discussed above can be seen as an indication of the specific
areas within collaborative MDSE that will likely receive
scientific interest in the future; so, future researchers on
collaborative MDSE can use them as a compass towards
making an impact in this specific research domain.

Challenges and Shortcomings (RQ2)
Limitations and shortcomings are varied. Conflicts

management, while addressed in some papers, is still
frequently considered to be a limitation or to re-
quire some improvement. Model synchronization with
change propagation is also mentioned as relevant chal-
lenge. From a qualitative perspective, usability, perfor-
mance and scalability are the most mentioned areas of
improvement for future C-MDSE approaches.

9 PUBLICATION TRENDS (RQ3)
In this section we present the publication trends on collab-
orative MDSE approaches. In order to provide a complete
picture about the number and types of publications on the
topic, in this section we consider all the selected publica-
tions, independently of the clustering step we performed

during the search and selection phase (see Section 4.2.2).
More specifically, for answering RQ3 we considered a total
of 106 publications, including both the 78 publications that
we selected before the clustering step and the 28 publi-
cations resulting from the snowballing activity. For each
primary study we extracted publication year, publication
venue, and publication type. In the following we discuss
the obtained results.

Figure 10 presents the distribution of the publications on
collaborative MDSE approaches18. From the collected data,
we can observe that relatively few studies were published
until 2003, whereas we can notice a growth of the number of
publications starting from 2004. More precisely, the average
number of publications between 1996 and 2003 is less than
1 study per year, whereas it reached a value of 8.33 publi-
cations per year in the period between 2004 and 2015 . This
result confirms the scientific interest and need of research
on collaborative MDSE approaches in the last years.

The first publication on collaborative MDSE was
published in 1996 (P12), where the authors presented
MetaEdit+. The key features of MetaEdit+ as collaborative
MDSE approach are: (i) the support of high-level specifica-
tion languages (i.e., what we could call a domain-specific
language today), (ii) an open architecture in which the
models repository is agnostic of the used tools and provides
dedicated APIs to tool providers, (iii) a set of mechanisms
for concurrent access of repository data via different tools
and by different types of users, (iv) the support for different
alternative views of the same models, such as matrices,
tables, etc. As a comparison to a modern approach for
collaborative MDSE we refer the reader to our discussion
of WebGME in Section 3.

We classified analyzed research studies in order to assess
their distribution by (i) type of publication (i.e., journal,
conference, or workshop paper) and (ii) targeted publication
venues.

Figure 11 shows the publication types of the analyzed

18. Our search process covers the research studies published until
January 2016, thus potentially partial data for 2015.



0098-5589 (c) 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

This article has been accepted for publication in a future issue of this journal, but has not been fully edited. Content may change prior to final publication. Citation information: DOI 10.1109/TSE.2017.2755039, IEEE
Transactions on Software Engineering

IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. XX, NO. X, MONTH 20XX 22

TABLE 29: Identified limitations and shortcomings (qualitative aspects)

Qualitative aspects of
C-MDSE

#Studies Studies Examples (paper fragments)

Usability 7 P4, P24, P31,
P39, P44, P45,
P47

N . . . evaluation techniques of the so called groupware usability to test the suitability
of AMEs with real stakeholders . . . Remote collaboration and inclusion of visualization
techniques for better interaction. (P4)
N Operation undo has not been taken into account for the moment. It requires further study
and efforts. (P24)
N Students reported that the tool usability could be improved, so as to allow analysts to better
follow the dynamics of interviews. Some students, for instance, decided to use different tools
for documenting the interview, due to their difficulties in using NetSketcher accordingly
. . . and the use of ”drag and drop” for choosing and placing process elements into the drawing
space. (P31)
N . . . the development of more complex editors is not one of our priorities, although we
consider it to be one of our objectives for the improvement of the method. (P39)
N . . . we plan to extend our prototype with additional features to increase the usability of
the tool. An example would be the integration of speech. This would complement the chat
window with a convenient way of communicating with other participants and approaches a
face-to-face interaction. (P44)
N We will also improve the usability of the tool, thanks to the execution of further case
studies and experiments. (P45)
N . . . exploring different ways of delivering feedback to architects, the effect of variations in
the immediacy with which feedback is delivered. (P47)

Performance improve-
ment

3 P31, P42, P43 N Students suggested ideas for improving NetSketcher, such as: improvements in gesture
recognition for process elements - it seems that it needs to be faster in order to allow them to
follow the interview speed (P31)
N limitations of the Odyssey-SCM current release regards configuration constraints, partial
check-outs, and workspace caching (P42)
N If larger amounts of data were to be transmitted, or a large number of clients were to be
connected it would be necessary to reconsider . . . A major reason for choosing the current
strategy is, however, the simplicity and flexibility of decentralization (P43)

Scalability improvement 3 P12, P42, P43 N First, it does not address the need for multiple distributed repositories which is typical for
large scale software development. Second, its concurrency management strategies can be too
demanding for large scale software repositories. (P12)
N Currently, the server layer is centralized. The adoption of a distributed server layer, is left
for future work. (P42)
N A major reason for choosing the current strategy is, however, the simplicity and flexibility
of decentralization (P43)

primary studies over the years 19. The most common pub-
lication type is conference with 62 (65.72%) studies over
106, followed by workshop papers with 27 (28.62%) studies,
and finally journal papers with only 17 (18.02%) studies.
Such a high number of conference and workshop papers
may indicate that this topic is still a young research theme,
despite some studies have been already published in the
nineties.

Table 30 shows the publication venues that hosted more
than two publications (the last row of the table is an
aggregate of all the publication venues with two or less
publications). From these data we can notice that research
on collaborative MDSE is spread across a large number of
venues (76 venues for 106 publications) spanning different
research areas like (global) software engineering, MDSE,
system engineering, business informatics, programming
languages. We can elaborate this finding as an indication
that collaborative MDSE is perceived today as orthogonal
with respect to many other research areas, rather than a
specific research topic. Nevertheless, the organization of
scientific events (e.g., conferences or workshops) fully ded-
icated to collaborative MDSE may help in giving a clearly
defined identity of the research community working on this
topic. The first step towards this change is the international
workshop on Collaborative Modelling in MDE (COMMit-

19. See previous footnote.

TABLE 30: Publication venues with more than one publica-
tion on collaborative MDSE

Publication venue Type #Publications
ACM/IEEE international confer-
ence on Model Driven Engineering
Languages and Systems (MODELS)

Conference 5

International Conference on Global
Software Engineering (ICGSE)

Conference 5

Comparison and Versioning of Soft-
ware Models (CVSM)

Workshop 5

International Conference on Soft-
ware Engineering (ICSE)

Conference 4

ACM Symposium on Applied Com-
puting (SAC)

Conference 4

ACM Conference on Computer-
Supported Cooperative Work and
Social Computing (CSCW)

Conference 4

International Conference on Com-
putational Science (ICSS)

Conference 4

Hawaii International Conference on
System Sciences (HICSS)

Conference 3

Others - 72
TOTAL - 106

MDE 2016)20, at its second edition and co-located with
the ACM/IEEE international conference on Model Driven
Engineering Languages and Systems (MODELS), the most
known forum in the MDSE community.

20. Web: http://cs.gssi.it/commitmde2016/; Proceedings of the first
edition: http://ceur-ws.org/Vol-1717/
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Publication trends (RQ3)
The first primary paper on collaborative MDSE

dates back to 1996. While the number of studies pub-
lished in the 1996-2003 time frame has been quite lim-
ited, a growth can be noticed from 2004 onwards. Most
of the papers have been published in conferences and
workshops, across a large number of different venues.

10 ORTHOGONAL FINDINGS

This section reports the results orthogonal to the vertical
analysis presented in the previous sections. For the purpose
of this section, we cross-tabulated and grouped the data, we
made comparisons between pairs of concepts of our classi-
fication framework, and identified perspectives of interest.
Collaboration types VS versioning. As previously ex-
plained, the majority (22/28) of approaches supporting
synchronous collaboration do not provide any means for model
versioning. This result is surprising since users of those
approaches collaborate in real-time on models, but they do
not have any information about how the models evolved
throughout their life span, they cannot perform rollback
operations to past versions of the models, they do not
have a vision about who worked on the models in the
past, etc. Such operations play a key role when collabo-
ratively working on source code development by means
of versioning systems like SVN and Git. In other settings,
real-time collaboration is endowed with versioning facili-
ties. For instance, Google Docs permits different users to
collaboratively work on the same document, and gives the

possibility to revert textual changes, to keep track of the
modifications done on the text, and each user is aware of
the editing operations done by the other contributors. Thus,
we can reasonably expect that synchronous collaboration
and model versioning will play together a similar role in
collaborative MDSE approaches as well.

The situation about approaches with asynchronous col-
laboration is more stable, with the majority (18/24) of
approaches supporting some kind of model versioning,
though it is quite widespread with 7 approaches pro-
viding an ad-hoc versioning system, 5 providing model-
level versioning, 4 reusing a generic text-based one, and 2
building on a wiki-based versioning system. Nevertheless,
6 approaches do not provide any versioning support; in
those cases the approach internally manages and stores past
versions of the models (mainly for merging and conflict de-
tection), but they are not explicitly exposed to the modeler.
Collaboration types VS conflict management. It emerged
that conflicts are managed in a very variegated manner in
approaches with synchronous collaboration. More specifically,
9 approaches do not directly manage conflicts (e.g., the
order of edit operations over time is used as driver for con-
flict management), 9 approaches avoid conflicts on models
by design (e.g., locking mechanisms on the fragments of
models being edited), 9 approaches provide explicit conflict
detection mechanisms (e.g., via 3-way merging). In any case,
complementing synchronous collaboration with real-time
communication mechanisms will surely help in terms of
conflict avoidance, mitigation, and resolution.

For what concerns approaches with asynchronous col-
laboration, the majority (21/24) manages conflicts with ded-
icated engines, whereas the remaining approaches (3/24)
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have mechanisms for conflicts avoidance.
Collaboration types VS communication. Chat is the
clear winner in approaches with synchronous collaboration
(14/27), where in some cases it has been complemented with
other communication means such as model element annota-
tions (6/27), change proposals (2/27), comments on models
(1/27), etc. Approaches with asynchronous collaboration are
far more widespread in terms of communication means, no
clear trend can be identified here.
Collaboration types VS shared workspace. Collaborative
MDSE surely helps for geographically distributed teams,
but also teams working in the same place. In this case we
assess which collaboration type has been more investigated
by researchers, depending on whether the targeted stake-
holders are geographically distributed or not. We found
a striking balance when cross-checking those two aspects
of collaboration, with asynchronous and synchronous col-
laboration similarly tailored for geographically-distributed
(22/27 vs 18/24, respectively), localized teams (2/27 vs 2/24
cases, respectively), and mixed teams (1 case each).
Multi-view VS modeling editors. We cross-checked the
support for multi-view modeling with the types of modeling
editors. It emerged that multi-view modeling is not correlated
with specific types of editors (e.g., graphical, textual, etc.).
However, we noticed that the majority of approaches sup-
porting external third-party editors (5/6) supports only single-
view modeling. This finding can be seen as an indication of
future research in which multi-view modeling and third-
party editors can be integrated in order to let users benefit
from (re-)using familiar modeling editors when doing multi-
view modeling. As of today, the only approach supporting
multi-view modeling with third-party editors is P46, where
MagicDraw21 and Eclipse are used as external editors via
dedicated model adapters.
Multi-view VS UML. The majority of UML-based approaches
(17/22) do not provide any means for supporting multi-view
collaborative modeling; i.e., those approaches support only
to edit one UML diagram at a time. This result is quite
interesting since UML is intrinsically a multi-view modeling
language, where multiple diagrams can be instantiated from
a single UML model. It does not come as a surprise that the
remaining 5 approaches (namely, P20, P21, P35, P36, P46)
are based on projectional views.
Multi-view VS workspace awareness. In our vertical anal-
ysis we highlighted that only 11 primary studies over 48
score high in terms of workspace awareness. Interestingly,
the majority of them (10/11) are single-view approaches.
We can interpret this result as an indication that so far
researchers have focused their efforts on the simplest case,
where stakeholders collaborate on the same models and
concepts. The only exception to this trend is P41, where
real-time model updates, user selection highlighting, active
users, and their actions with personalized colors are all inte-
grated within a meta-tool for (synthetically linked) domain-
specific modeling languages.
Modeling editors VS stakeholder types. The underlying
rationale behind cross-checking the proposed modeling ed-
itors and stakeholder types is to identify which modeling
editors researchers perceive as more suitable for technical or

21. http://www.nomagic.com/products/magicdraw.html

non-technical stakeholders. In the following we categorize
our observations with respect to the types of involved
stakeholders:

• Technical and non-technical stakeholders. Interestingly,
in almost all approaches in which these two types of
stakeholders collaborate (5/6), the graphical editor
is the only means for manipulating models (the
only exception is P45, where the graphical editor
is complemented by a textual one). This decision
may be rooted into usability and understandability
aspects of the editors for non-technical users. This
reflection unveils an interesting gap in current re-
search on collaborative MDSE: since it is well known
that graphical editors are not really suitable for large
or complex models [68], as of today collaborative
MDSE approaches allow technical and non-technical
stakeholders to collaborate only on small-scale sim-
ple models; given that the trend of having larger and
larger models is evident [68], future collaborative
MDSE approaches shall provide efficient and elegant
solutions to this limitation.

• Technical stakeholders only. Across the 41 approaches
for technical stakeholders only we can see a wide
spreading of many combinations of modeling edi-
tors, with a clear prevalence of graphical, tree-based,
and textual editors. An interesting perspective is
given by the fact that external third-party editors
are used only by technical stakeholders. This fact
can be due to the need of technical stakeholders to
actually perform operations on the models for which
specific tools are strictly needed (e.g., analysis, code
generation, etc.).

• Non-technical stakeholders only. The only approach
dedicated to non-technical stakeholders only is
FlexiSketch (P2), which is the only approach provid-
ing a sketch-based modeling editor (complemented
with a graphical one). Proposed in 2015, FlexiSketch
can be seen as one of the first attempts in achieving
fast and flexible editing with non-technical stake-
holders, together with a sketch recognition algorithm
and collaborative features (they use the whiteboard
metaphor). This line of research may play a relevant
role in the future of collaborative MDSE in terms of
a better involvement of non-technical stakeholders
into MDSE and model-based development in gen-
eral.

11 DISCUSSION

The body of knowledge of this work relies on a total of
106 selected papers, clustered into 48 primary studies (as
discussed in Section 4.2.2). Each paper has been selected
according to our definition of collaborative MDSE; more
specifically, each selected paper is a scientific peer-reviewed
article where multiple stakeholders manage, collaborate,
and are aware of each others’ work on a set of shared mod-
els, and covers the three dimensions of model management,
collaboration, and communication.

Our study reveals that some of the different taxonomy
elements are more rarely covered with respect to others.
Specifically, multi-views, validation support, reuse support, and
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branching are individually covered by no more than one
third of the papers. Let us clarify that this result by no
means implies that there is limited literature or support on
collaborative multi-views management, validation support,
etc. For example, multi-view modeling and management is
becoming prominent in software engineering, both in the
domain of software architecture description (e.g., [69]) and
in model-driven engineering (e.g., [70]). Instead, this means
that among all the selected papers (covering at the same
time model management, collaboration, and communica-
tion elements), those four elements of the taxonomy have
a more limited application.

We also noticed that different primary studies focus
differently on individual dimensions of collaborative MDSE.
The Model Management dimension is strongly covered by
papers P35 (supporting 11 over 12 aspects of management),
and P12, P13, P14, P21, P41, and P46 (covering 10 aspects).
On the opposite, P23, P24, P31, and P44 support only six as-
pects of model management. Collaboration is totally covered
by P8, P21, and P33 (with 12 over 12 aspects covered), while
minimally covered by P4, P7, and P27 (covering only aspects
of collaboration). Communication is extensively supported by
P6, P20, P44, and P48 (with 8/10 aspects covered), while a
limited support is provided by P5, P13, P15, P23, P35, P36,
P37, P41, P42, and P46 (with 3/10 aspects covered). This
reflects the fact that, while all our primary studies cover (by
definition) the three dimensions, their primary focus is still
on one specific dimension, rather than on all of them. Our
interpretation of this phenomenon is that scientific publi-
cations, in order to make a contribution, preferably focus
on a specific aspect or dimension, rather than presenting
a broad and complete approach with respect to all the
three dimensions. This trend may be different in practice,
where collaborative MDSE tools might instead cover many
dimensions at once. We will analyze, as part of our future
work, how commercial tools match with our taxonomy and
dimensions.

What our study reveals is also that many of the analyzed
approaches (20 primary studies) are built specifically for
the UML, and support the collaborative work on more than
one UML model (11 studies). Metamodel-level collaborative
work is supported by four studies (P2, P11, P13, and P33 in
Tab. 5). UML is by far the most known modeling language
in MDSE, so, it comes with no surprise that most of the
approaches focus on collaborative aspects of UML. Still,
seven approaches focus on other languages (such as BPMN).
This can be interpreted as, a more limited in scope, but still
relevant interest into collaborative MDSE outside the UML.
As reported before, while this figure is representative of the
state of the art in collaborative MDSE research, it does not
represent in any way the state of the practice (e.g., industrial
modeling tools) that will be investigated in future work.

Another result, to be further evaluated through a state
of the practice analysis, is that only four studies support
the interplay between synchronous and asynchronous col-
laboration mechanisms (see Table 14): P22 supports an
asynchronous editing with a synchronous conflict resolu-
tion, while P23, P28, and P41 support both asynchronous
and synchronous mechanisms with partial locking of the
whole model. Again, this does not signify that there is
limited interest on the combination of synchronous and

asynchronous mechanisms. Still, academic papers covering
the three collaborative MDSE dimensions have little focus
on this aspect.

12 THREATS TO VALIDITY

In 2015 Petersen et al. proposed an up-to-date set of guide-
lines for conducting systematic mapping studies in software
engineering [20]. In that paper the authors also proposed a
check-list for objectively assessing the quality rating for sys-
tematic mapping studies. According to the metrics defined
in Petersen’s quality checklist, we achieved an outstanding
score of 61.5%, defined as the ratio of the number of actions
taken in comparison to the total number of actions reported
in the quality checklist. The quality score of our study is far
beyond the scores obtained by existing systematic mapping
studies in the literature, which have a distribution with a
median of 33% and 48% as absolute maximum value [20].
We achieved such a high level of quality by (i) carefully
designing our study in advance, (ii) formalizing such a
study design into a research protocol which was subject
to external reviews by independent researchers, (iii) by
conducting our study by carefully following well-accepted
and updated guidelines of systematic mapping studies [20],
[21], and (iv) by assessing, validating, and discussing the
results and potential threats in each phase of the study. In
the following we detail the main threats to validity of our
study and how we mitigated them.
External validity. It refers to the generalizability of obtained
results and findings [49]. In our study, the most severe
threat related to external validity may consist of having
a set of primary studies that is not representative of the
whole research on collaborative MDSE. We mitigated this
potential threat by following a search strategy including
both automatic search and backward-forward snowballing
of selected studies. Moreover, defining, iteratively refining
and piloting, and validating a set of well-defined inclusion
and exclusion criteria contributed to reinforce the external
validity of our study. Another potential threat could have
been the consideration of studies published in the English
language only. However, the English language is the most
widely used language for scientific papers, so this threat
can be reasonably considered as minimal. Along the same
lines, gray literature (e.g., white papers, non-reviewed pub-
lications or books, etc.) is not included in our research; this
potential threat is intrinsic to our study design since we
want to focus exclusively on the state of the art presented
in high-quality scientific studies. A further threat to external
validity can be associated by the fact that, while including
academic papers, we did not include tools and industrial
research con collaborative MDSE. This potential threat is
mitigated by avoiding to provide any conclusion that may
be biased by the scientific nature of this study, and by
planning a future work devoted to collaborative MDSE tools
analysis.
Internal validity. It refers to the level of influence that
extraneous variables may have on the design of the study.
We mitigated this potential threat to validity by (i) rigor-
ously defining and validating the protocol of our study,
and (ii) defining our classification framework by carefully
following the keywording process (see Section 4.3), which
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has been also validated using the pilot studies. Regarding
the validity of the synthesis of collected data, when doing
both the vertical and horizontal analysis we employed well-
assessed descriptive statistics, so the threats were minimal.
Furthermore, during the horizontal analysis we also cross-
analyzed the values of different concepts and attributes of
the classification framework in order to make a sanity test
of the extracted data. This analysis helped us in identifying
and fixing some minimal issues about the consistency of the
extracted data.
Construct validity. It concerns the validity of extracted data
with respect to the research questions. In the context of
mapping studies it mainly deals with the selection of the
primary studies with respect to how they really represent
the population in light of the research questions. We miti-
gated this potential source of threats in different ways. More
specifically, the automatic search has been performed on
multiple electronic databases to avoid potential biases due
to publishers’ policies and business concerns. Also, we are
reasonably confident about the construction of the search
string used in our automatic search since the terms used
were extracted from the research questions and refined by
analyzing the set of pilot studies. Moreover, the automatic
search is complemented by the snowballing activity, thus
making us reasonably confident about our search strategy.
After having collected all relevant studies from the auto-
matic search, we rigorously screened them according to
well-documented inclusion and exclusion criteria (see Sec-
tion 4.2.2). Also, in order to assess the quality of the selection
process, both principle and secondary researchers assessed
a random sample of studies, and inter-researcher agree-
ment has been statistically measured, obtained a promising
Cohen-Kappa coefficient of 0.89.
Conclusion validity. It concerns the relationship between
the extracted data and the obtained results. We mitigated
potential threats to conclusion validity by applying well-
accepted systematic methods and processes throughout our
study and we documented all of them in our research proto-
col, so that this study can be replicated by other researchers
interested in collaborative MDSE. Moreover, we are aware
that other researchers may identify concepts and attributes
different from the ones in our classification framework. We
mitigated this potential threat by (i) letting the concepts and
attributes emerge from the pilot studies and refining them
throughout the data extraction activity, (ii) performing an
external evaluation by independent researchers who were
not involved in our research, and (iii) having the data extrac-
tion process conducted by two researchers. We also avoided
to discuss results that may not be directly related to the
extracted data. We therefore avoided to include any finding
that, since solely extracted from research papers, may be not
representative of the collaborative MDSE community.

13 CONCLUSIONS

Collaborative MDSE consists of methods or techniques in
which multiple stakeholders manage, collaborate, and are aware
of each others’ work on a set of shared models. A collaborative
MDSE approach is composed of 3+1 main complementary
dimensions. Models are the central pillar, representing the

artifact to be managed, communicated, and used for collab-
oration purposes. The model management dimension includes
the editing, multi-view, and tool support components. The
collaboration dimension brings with it versioning, branching,
merging and conflict management facilities. The communica-
tion dimension takes into account stakeholders, awareness,
and communication support.

In this study we present a systematic mapping study
with the goal of identifying, classifying, and understanding
existing collaborative MDSE approaches. Starting from over
3,000 potentially relevant studies, we applied a rigorous
selection procedure resulting in 48 primary studies along
a time span of nineteen years. Moreover, we rigorously
defined a classification framework with the target of ex-
tracting from each primary study information pertaining to
publication trends, characteristics, and challenges faced by
researchers over the years.

After analyzing and thoroughly discussing the extracted
data we obtained the following results: (i) there is a growing
scientific interest on collaborative MDSE in the last years,
with the majority of studies published in a (very heteroge-
nous set of) conferences and workshops; (ii) while they are
becoming prominent in model-driven software engineering,
multi-view modeling, models validation, reuse, and branch-
ing are more rarely covered with respect to other aspects
about collaborative MDSE; (iii) different primary studies
focus differently on individual dimensions of collaborative
MDSE (i.e., model management, collaboration, and com-
munication); (iv) most approaches are metamodel-specific
(i.e., they do not support ad-hoc user-defined DSMLs),
with a prominence of UML-based approaches; (v) while
a number of approaches focus on either synchronous or
asynchronous communication means, only 4 support the
interplay between them. As already mentioned in Section
11, those results while thoroughly representing the state of
the research in collaborative MDSE (compatibly with our
definition and protocol), do not reflect industrial practices
or tools.

In addition to the previously described results we also
obtained a number of interesting insights for each research
question of our study, they are reported in dedicated sum-
mary boxes in Sections 5, 6, 7, 8, 9. Also, we identified
perspectives of interest crossing different dimensions and
aspects of collaborative MDSE, they are reported in Section
10.

What is next? If on the one hand our analysis of collab-
orative MDSE approaches has revealed a growing scientific
interest in the topic over the years, on the other hand the
time is ripe for investigating on the real needs that MDSE
practitioners experience while collaborating on modeling
artifacts. In this study we reported on the lack or limited
presence of certain collaboration features, still, we could not
report on the impact due to those limitations. Such analysis
will help to better shape the modeling tools of tomorrow,
and their core features.

While introducing this paper, we briefly reported on
existing (industrial) tools supporting collaborative MDSE.
A matching of existing tools to our classification framework
would reveal how existing MDSE tools support the identi-
fied collaboration dimensions as well as their maturity and
adoption. Existing tools can then be mapped to the practi-
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tioners needs, so to provide a clear view on collaboration
via modeling technologies.

What we consider to be in our personal wish list is
the realization of a collaborative modeling framework that,
while being able to host modeling artifacts such as models,
metamodels, transformations, and megamodels, may pro-
vide a layer of services for the collaborative management of
those artifacts. The first step towards this direction consists
in defining a set of collaboration links among modeling ar-
tifacts supporting the propagation of changes among them.

To conclude: software production is more and more
subject to globalization, with teams required to work dis-
tributed and with fast pace, and with stakeholders com-
ing with different potentially conflicting concerns. Those
needs impose higher degree of automation, collaboration
awareness, and distributed and fast decision making. We
expect that whatever a model will look like in the next few
years, being them specifying a cyber-physical space, an IoT
architecture, or the collaboration of smart objects in a smart
city, potentially they will be managed collaboratively. Each
stakeholder will come with its own model kind, specialized
to certain analysis or code generation. She will be able to
search for a model or a transformation, combine models,
evolve models and metamodels. Collaboration will be there,
and automation will be required at different levels.
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